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**Collection Framework**

### Introduction:

* Programming languages and Technologies are used to develop applications.
* Applications are used in communication.
* Applications store and process information.

**For example, a Bank Application –**

Store customer’s information and transactions information.

Customers use Bank application to communicate with Bank people and other account holder to perform the transactions.

### How to store information in application?

* We use variables of different data types to store information.
  + **Primitive type:** Store only one value at a time.
  + **Array:** Store more than one value but of same type
  + **Object:** Store more than one value of different types
  + **Array of Objects :** Store fixed number of objects(Not recommended)
  + **Collection of Objects:** Store objects dynamically(Not fixed size).
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### What are Data Structures? Use?

* Data structures are used to organize the data.
* We can perform operations quickly and easily on organized data.
* Data structures either Linear or Non-Linear.
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### Define Collection?

* Collection is a group of objects.
* Examples, List, Set, Queue, Map etc.

### What is Collection framework?

* Collection Framework is a collection of interfaces and implemented classes.
* Collection Framework provides implementations of Data structures & Algorithms by which we can store and process information without implementing them.

### What is the need of storing group of objects?

* To store the record type information which is fetching from Database.
* To perform Different types of operations on group of objects like insertion, Deletion, Updating, searching, sorting etc...
* Can set multiple objects to method as a parameter.
* Method can return multiple objects at a time after processing.

**Collection Hierarchy:** The following diagram represents interfaces and classes available in java Collection Framework
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### Define Array and Collection:

* Array is static – fixed size
* Collection is dynamic – size grows and shrinks with insertions and deletions.

### Define List, Set and Map:

|  |  |  |
| --- | --- | --- |
| **List** | **Set** | **Map** |
| List is index based. | Set is not index based. | Map is not index based. |
| List allow duplicates. | Set doesn’t allow duplicates. | Map store elements using keys. Keys must be unique.  Elements can be duplicated. |

**List implemented by:**

### ArrayList

* 1. Accessing elements much faster.
  2. Insertions and Deletions are slower – shifting elements takes time.

### Vector:

* 1. Accessing elements much faster.
  2. Insertions and Deletions are slower – shifting elements takes time.

### Stack:

* 1. Stack follows Last In First Out (LIFO) rule.
  2. Inserting and removing elements from one end called TOP.

### LinkedList:

* 1. Accessing element slower, nodes-based access.
  2. Insertions and Deletions are faster – No shifting of elements.

### Set implemented by:

1. **HashSet:** doesn’t maintain insertion order.
2. **LinkedHashSet:** maintains insertion order.
3. **TreeSet:** maintains sorted order.

### Map implemented by:

1. **Hashtable:** maintains sorted order using keys. Null keys not allowed.
2. **HashMap:** doesn’t maintain insertion order. One null key allowed.
3. **LinkedHashMap:** maintain insertion order. One null key allowed.
4. **TreeMap:** maintain sorted order using keys. Null keys not allowed.

### Queue implemented by:

**PriorityQueue:** It is not an order collection and allow duplicates**.** Priority queue elements are retrieved in sorted order. Head of the priority queue will be the smallest element.

Once this element is retrieved, the next smallest element will be the head of the queue.

## Wrapper classes in Collections

### Wrapper classes:

* Collection stores only objects (not primitive data).
* Wrapper classes providing functionality to perform conversions like
  + Primitive -> Object (Boxing)
  + Object -> Primitive (Un boxing)
* These conversions become automated since JDK5

**Note:** for every primitive type there is a wrapper class in java

|  |  |
| --- | --- |
| **Primitive type** | **Wrapper class** |
| byte | Byte |
| short | Short |
| int | Integer |
| long | Long |
| char | Character |
| float | Float |
| double | Double |
| boolean | Boolean |

**Boxing:** Conversion of primitive type into object type

int x = 10;

Integer obj = new Integer(x);

**Un boxing:** Conversion of object type into primitive type

int x = obj.intValue();

**Auto Boxing:** Auto conversion of boxing

int x = 10; Integer obj = x;

**Auto Un boxing:** Auto conversion process of un boxing.

int x = obj;

## Generics

### Generics:

* As we know, collection only store objects.
* Generics introduced in JDK5.
* Generics are used to specify what type of objects allowed to store into Collection.

**Collection without Generics:** Allow to store any type of Objects.

### Syntax:

Collection c = new Collection(); c.add(10);

c.add(23.45);

c.add(“java”);

**Collection with Generics:** Allow only specific type of data Objects.

### Syntax:

Collection<Integer> c = new Collection<Integer>(); c.add(10);

c.add(“java”); **// Error :**

### Collection with Generics that allows any type of object: Syntax:

Collection<Object> c = new Collection<Object>(); c.add(10);

c.add(“java”);

c.add(23.45);

**Note:** Object is the super class of all classes in Java

### If we store information in Object form, we need to downcast the object into corresponding type to perform operations.

**For Example,**

Collection<Object> c = new Collection<Object>(); c.add(10);

### Downcast to Integer:

Integer x = c.get(0);

## ArrayList Collection

### ArrayList:

* ArrayList is an ordered collection and allow duplicates.
* ArrayList is index based.
* Processing elements much faster (index based)
* Insertions and Deletions are slower (shifting of elements takes time)

![](data:image/png;base64,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)

### Methods:

|  |  |
| --- | --- |
| **Name** | **Description** |
| int size() | Returns the number of elements in this list. |
| boolean add(E e) | Appends the specified element to the end of this list |
| Object remove(int index) | Removes the element at the specified position in this list |
| void clear() | Removes all of the elements from this list |
| void add(int index, E element) | Inserts element at the specified position in this list |
| Object get(int index) | Returns the element at the specified position in this list |
| boolean isEmpty() | Returns true if this list contains no elements |
| Object set(int index, E element) | Replaces the element at the specified position in this list  with the specified element |
| boolean contains(Object o) | Returns true if this list contains the specified element |
| int indexOf(Object o) | Returns the index of the first occurrence of the specified  element, or -1 if this list does not contain the element. |
| Iterator<Object> iterator() | Returns an iterator over the elements in this list |
| boolean addAll(Collection c) | Appends all of the elements in the specified collection to  the end of this list |
| Object clone() | Returns a shallow copy of this ArrayList instance |
| ListIterator listIterator(int index) | Returns a list iterator over the elements in this list (in proper sequence), starting at the specified position in  the list. |
| Object[] toArray() | Returns an array containing all of the elements in this list  in proper sequence (from first to last element). |

**Program to display ArrayList and its size:**

* add() method is used to append element to the list.
* size() method returns the length of list.

import java.util.\*; class Code

{

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); list.add(10);

list.add(20);

list.add(30);

list.add(40);

list.add(50); System.out.println("List is : " + list);

System.out.println("Size is : " + list.size());

}

}

### Program to check the list is empty or not:

* isEmpty() method returns true if the list doesn’t contains elements else returns false

import java.util.\*; class Code

{

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); if(list.isEmpty())

System.out.println("List is empty");

else

System.out.println("List contains elements");

}

}

### Program to display the element of specified index:

* get(int index) returns the element of specified index.

import java.util.\*; class Code

{

public static void main(String[] args){ Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); for (int i=10 ; i<=50 ; i+=10){

list.add(i);

}

System.out.println("List is : " + list); System.out.println("Enter index to display value : "); int loc = sc.nextInt();

System.out.println("Element @ index-" + loc + " is : " + list.get(loc));

}

}

### We specify the error message – if the index value is not present:

|  |  |
| --- | --- |
| if(loc>=0 && loc<=list.size()-1){ System.out.println(list.get(loc));  }  else{  System.out.println("Invalid index");  } | try{  System.out.println(list.get(loc));  }  catch(IndexOutOfBoundsException e){ System.out.println("Invalid index");  } |

**Insert element into specified index:** add(int index, E e) method is used to insert element into specified index.

### Instructions to code:

* Create ArrayList with 5 elements 10, 20, 30, 40, 50
* Read index to insert.
* Check whether the index is present or not
* If the index is present, then read the value and insert.
* If the index is not present, display Error message.

import java.util.\*; class Code

{

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); list.add(10);

list.add(20);

list.add(30);

list.add(40);

list.add(50); System.out.println("List is : " + list);

System.out.print("Enter index to insert : "); int loc = sc.nextInt();

if(loc>=0 && loc<list.size()){ System.out.print("Enter element to insert : "); int ele = sc.nextInt();

list.add(loc, ele); System.out.println("List is : " + list);

}

else{

System.out.println("Invalid index");

}

}

}

**Program to remove all elements from the list:** clear() method removes all elements from the list.

### Instructions to code:

* Create list with 5 elements.
* Display – List is not empty
* Remove all elements using clear() method
* Display – List is empty.

import java.util.\*; class Code

{

public static void main(String[] args){

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i);

System.out.println("List is : " + list); if(list.isEmpty())

System.out.println("List is empty");

else

System.out.println("List is not empty");

list.clear();

System.out.println("List is : " + list); if(list.isEmpty())

System.out.println("List is empty");

else

System.out.println("List is not empty");

}

}

**Program to remove index element:** remove(int index) method removes element of specified index.

### Instructions to code:

* Create list with elements
* Read index value.
* If the index is valid – remove the element and display list
* If the index is not valid – display error message.

import java.util.\*; class Code

{

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++){

list.add(i);

}

System.out.println("List is : " + list); System.out.print("Enter index to remove : "); int loc = sc.nextInt();

if(loc>=0 && loc<list.size()){ list.remove(loc); System.out.println("List is : " + list);

}

else{

System.out.println("Error : No such index to remove");

}

}

}

**Program to check whether the list contains element or not:** contains() method returns true if the list has specified element.

import java.util.\*; class Code

{

public static void main(String[] args){ Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i); System.out.println("List is : " + list);

System.out.print("Enter element to check in list : "); int ele = sc.nextInt();

if(list.contains(ele))

System.out.println("Yes element is present in list");

else

System.out.println("No such element in list");

}

}

**Program display the index value of element:** indexOf() method returns index of specified element. It returns -1 if no such element in the list.

import java.util.\*; class Code

{

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i); System.out.println("List is : " + list);

System.out.print("Enter element to find index value : "); int ele = sc.nextInt();

int index = list.indexOf(ele); if(index!=-1)

System.out.println("Index value is : " + index);

else

System.out.println("No such element in list");

}

}

**Program to replace the existing value:** set(int index, E e) method replace the index element with specified element.

### Instructions to code:

* Create ArrayList with elements.
* Read the element to replace
* Check the element is present or not in the list using contains() method.
* If the element is present,
  + Read the new element to replace with.
* If the element is not present,
  + Display error message.

import java.util.\*; class Code

{

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++){

list.add(i);

}

System.out.println("List is : " + list); System.out.print("Enter element to replace : "); int x = sc.nextInt();

if(list.contains(x)) {

System.out.print("Enter new element : "); int y = sc.nextInt();

int loc = list.indexOf(x); list.set(loc, y);

System.out.println("Updated list : " + list);

}

else

System.out.println("No such element in list");

}

}

### For-each loop:

* It is also called enhanced for loop.
* It is since JDK5
* For-each loop provides easy syntax to process elements of Array or Collection.

### Limitations:

* For-each loop can process elements only in forward direction.
* For-each loop can process elements one by one only.

### Syntax:

for (datatype var : Array/Collection ) { statements ;

}

**Program to display ArrayList using for-each loop:**

import java.util.\*; class Code {

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i\*5);

System.out.println("List is : "); for(Integer x : list)

System.out.println(x);

}

}

**Display ArrayList element by element using for-loop:** get(int index) method is used to retrieve each element using its index.

import java.util.\*; class Code {

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i\*5);

System.out.println("List is : "); for(int i=0 ; i<=list.size()-1 ; i++)

System.out.println(list.get(i));

}

}

### Program to display ArrayList in Reverse Order:

import java.util.\*; class Code

{

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i\*5);

System.out.println("List is : "); for(int i=list.size()-1 ; i>=0 ; i--)

System.out.println(list.get(i));

}

}

**Program to Merge 2 ArrayLists:** addAll(Collection c) method is used to merge 2 lists.

import java.util.\*; class Code

{

public static void main(String[] args) {

List<Integer> a1 = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

a1.add(i\*5); System.out.println("a1 list is : " + a1);

List<Integer> a2 = new ArrayList<Integer>(); for(int i=5 ; i>=1 ; i--)

a2.add(i\*5); System.out.println("a1 list is : " + a1);

a1.addAll(a2);

System.out.println("a1 list after merge : " + a1);

}

}

## Iterator:

* It is an interface.
* Iterator providing methods to iterator any collection.
* iterator() method returns Iterator object of any collection.

### Methods:

1. **boolean hasNext():** checks the next element is present or not to iterate.
2. **Object next():** returns the next element of iterator object.

### Program to display ArrayList using Iterator:

import java.util.\*; class Code

{

public static void main(String[] args)

{

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++)

list.add(i\*5);

System.out.println("Display using Iterator :"); Iterator<Integer> itr = list.iterator(); while(itr.hasNext())

{

Integer ele = itr.next(); System.out.println(ele);

}

}

}

**When we use for/for-each/iterator?**

|  |  |  |
| --- | --- | --- |
| **For-loop** | **For-each loop** | **Iterator** |
| Index based. | Not index based. | Not index based. |
| Process only List(index based) | Process List, Set and Map | Process List, Set and Map |
| Use get(index) method | Do not use any other method | Do not use any other method |

## ListIterator:

* It is an interface
* listIterator() method returns ListIterator object.
* Using ListIterator, we can iterate elements,
  + In Forward direction
  + In Backward direction
  + From specified index value

### Iterator List in Forward Direction using hasNext() and next() methods:

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++){

list.add(i\*5);

}

ListIterator<Integer> itr = list.listIterator(); while(itr.hasNext())

{

System.out.println(itr.next());

}

**Iterator List in Backward Direction using hasPrevious() and previous() methods:**

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=5 ; i++){

list.add(i\*5);

}

ListIterator<Integer> itr = list.listIterator(list.size()); while(itr.hasPrevious())

{

System.out.println(itr.previous());

}

### Display list from specified index value:

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=10 ; i++){

list.add(i\*5);

}

ListIterator<Integer> itr = list.listIterator(5); while(itr.hasNext())

{

System.out.println(itr.next());

}

**List of Objects:**

## List of Employee Objects

### (Parameterized constructor approach)

* Collections are mainly used to store and process information of Employees, Students, Customers, Products, Books, Accounts etc.
* Object is a set of dissimilar elements. For example, Employee has ID, Name and Salary.
* We create objects with details and store the object into collection as follows.
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### Program to create and display List of Employees:

1. **Employee.java:** contains Employee class
2. **Main.java:** contains code of creating ArrayList with Employees and display.

### Approach1: (Create 3 employee objects directly and add to list) Employee.java:

* Create Employee class with instance variables id, name, salary
* Define parameterized constructor to initialize the object.

class Employee

{

int id;

String name; double salary;

Employee(int id, String name, double salary) { this.id = id;

this.name = name; this.salary = salary;

}

}

### Main.java:

* Create 3 Employee objects and add to List
* Display details using for-each loop

import java.util.\*; class Main {

public static void main(String[] args) {

List<Employee> list = new ArrayList<Employee>();

Employee e1 = new Employee(101, "Amar", 35000); Employee e2 = new Employee(102, "Harin", 45000); Employee e3 = new Employee(103, "Satya", 40000); list.add(e1);

list.add(e2);

list.add(e3); System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

}

### You can directly add objects to the list as follows:

import java.util.\*; class Main {

public static void main(String[] args) {

List<Employee> list = new ArrayList<Employee>();

list.add(new Employee(101, "Amar", 35000)); list.add(new Employee(102, "Harin", 45000)); list.add(new Employee(103, "Satya", 40000));

System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

}

**Display using for loop:**

System.out.println("Details are : "); for(int i=0 ; i<=list.size()-1 ; i++)

{

Employee e = list.get(i);

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

### Display Employees List in reverse order:

* We must use for() loop to iterate in reverse order.
* For-each loop can move only in forward direction.

System.out.println("Details are : "); for(int i=list.size()-1 ; i>=0 ; i--)

{

Employee e = list.get(i);

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

### Display using Iterator:

System.out.println("Details are : "); Iterator<Employee> itr = list.iterator(); while(itr.hasNext())

{

Employee e = itr.next();

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

**Display reverse list using ListIterator:**

System.out.println("Details are : "); ListIterator<Employee> itr = list.listIterator(list.size()); while(itr.hasPrevious())

{

Employee e = itr.previous();

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

### Approach-2: (Create Employee objects by collecting details from arrays)

**Employee.java:**

* Create Employee class with instance variables id, name, salary
* Define parameterized constructor to initialize the object.

class Employee

{

int id;

String name; double salary;

Employee(int id, String name, double salary) { this.id = id;

this.name = name; this.salary = salary;

}

}

### Main.java:

* Collect values from Arrays to create Employee objects.
* Display details using for-each loop

import java.util.\*; class Main

{

public static void main(String[] args) {

int[] ids = {101, 102, 103, 104, 105};

String[] names = {"Amar", "Annie", "Harini", "Satya", "Jai"}; double[] salaries = {23000, 56000, 43000, 48000, 16000};

List<Employee> list = new ArrayList<Employee>(); for (int i=0 ; i<=ids.length-1 ; i++){

Employee e = new Employee(ids[i], names[i], salaries[i]); list.add(e);

}

System.out.println("Details are : "); for(Employee e : list){

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

}

### Approach-3: (Read details using Scanner class) Employee.java:

class Employee

{

int id;

String name; double salary;

Employee(int id, String name, double salary) { this.id = id;

this.name = name; this.salary = salary;

}

}

**Main.java:** Create List with 5 Employee details by reading through Scanner.

import java.util.\*; class Main

{

public static void main(String[] args)

{

List<Employee> list = new ArrayList<Employee>(); Scanner sc = new Scanner(System.in);

System.out.println("Enter 5 Employee details : "); for (int i=1 ; i<=5 ; i++)

{

System.out.println("Enter Emp-" + i + " details : "); int id = sc.nextInt();

String name = sc.next();

double salary = sc.nextDouble();

Employee e = new Employee(id, name, salary); list.add(e);

}

System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

}

### Approach-4: (Store objects to list until user quits) Employee.java:

* Create Employee class with instance variables id, name, salary
* Define parameterized constructor to initialize the object.

**Main.java:** Read and Add employee details until end user quits.

import java.util.\*; class Main

{

public static void main(String[] args)

{

List<Employee> list = new ArrayList<Employee>(); Scanner sc = new Scanner(System.in);

while(true)

{

System.out.println("Enter Emp details to add : "); int id = sc.nextInt();

String name = sc.next();

double salary = sc.nextDouble();

Employee e = new Employee(id, name, salary); list.add(e);

System.out.print("Do you want to add another record(yes/no) : "); String choice = sc.next();

if(choice.equals("no"))

{

break;

}

}

System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

}

### Approach-5: (Using BufferedReader class) Employee.java:

* Create Employee class with instance variables id, name, salary
* Define parameterized constructor to initialize the object.

**Main.java:** Read and Add employee details until end user quits using **BufferedReader**.

import java.util.\*; import java.io.\*; class Main

{

public static void main(String[] args) throws Exception { List<Employee> list = new ArrayList<Employee>(); BufferedReader br = null;

try{

br = new BufferedReader(new InputStreamReader(System.in)); while(true)

{

System.out.println("Enter Emp details to add : "); int id = Integer.parseInt(br.readLine());

String name = br.readLine();

double salary = Double.parseDouble(br.readLine()); Employee e = new Employee(id, name, salary); list.add(e);

System.out.print("Do you add another record(yes/no) : "); String choice = br.readLine();

if(choice.equals("no")){ break;

}

}

System.out.println("Details are : "); for(Employee e : list) {

System.out.println(e.id + " , " + e.name + " , " + e.salary);

}

}

finally{

if(br!=null)

br.close();

}

}

}

## List of Employee Objects

### (POJO class approach)

**POJO class:** (Plain Old Java Object)

* POJO rules are:
  + Class is public
  + Variables are private
  + Every variable has get() and set() methods.

**Approach1: (Construct objects from Arrays) Employee.java:** Create Employee POJO class

public class Employee

{

private int id; private String name;

private double salary; public void setId(int id) {

this.id = id;

}

public void setName(String name) { this.name = name;

}

public void setSalary(double salary) { this.salary = salary;

}

public int getId() {

return this.id;

}

public String getName() { return this.name;

}

public double getSalary() { return this.salary;

}

}

### Main.java:

**Construct objects by reading using Scanner)**

import java.util.\*; class Main

{

public static void main(String[] args) {

List<Employee> list = new ArrayList<Employee>(); Scanner sc = new Scanner(System.in);

while(true)

{

System.out.println("Enter Emp details : "); int id = sc.nextInt();

String name = sc.next();

double salary = sc.nextDouble();

Employee e = new Employee(); e.setId(id);

e.setName(name); e.setSalary(salary);

list.add(e);

System.out.print("Want to add one more(y/n) :"); if(sc.next().charAt(0) == 'n')

{

break;

}

}

System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary());

}

}

}

## ArrayList – Case Studies

### Write code for following instructions:

* Define Employee POJO with variables id, name, salary, dept, location.
* Create an ArrayList of Employee type and store following values from arrays.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Id** | **Name** | **Salary** | **Dept** | **Location** |
| 101 | Amar | 30000 | 20 | Hyderabad |
| 102 | Hareen | 35000 | 10 | Chennai |
| 103 | Sathya | 40000 | 20 | Bangalore |
| 104 | Annie | 45000 | 20 | Hyderabad |
| 105 | Raji | 42000 | 30 | Pune |
| 106 | Harsha | 50000 | 10 | Bangalore |

### Employee.class:

class Employee {

private int id; private String name;

private double salary; private int dept; private String location; int getId(){

return this.id;

}

String getName(){

return this.name;

}

double getSalary(){

return this.salary;

}

int getDept(){

return this.dept;

}

String getLocation(){

return this.location;

}

void setId(int id){

this.id = id;

}

void setName(String name){ this.name = name;

}

void setSalary(double salary){ this.salary = salary;

}

void setDept(int dept){

this.dept = dept;

}

void setLocation(String location){ this.location = location;

}

}

**Main.java:**

import java.util.\*; class Main {

public static void main(String[] args) {

int[] ids = {101, 102, 103, 104, 105, 106};

String[] names = {"Amar", "Hareen", "Sathya", "Annie", "Raji", "Harsha"}; double[] salaries = {30000, 35000, 40000, 45000, 42000, 50000};

int[] depts = {20, 10, 20, 20, 30, 10};

String[] locations = {"Hyderabad", "Chennai", "Bangalore", "Hyderabad", "Pune", "Bangalore"};

List<Employee> list = new ArrayList<Employee>(); for (int i=0 ; i<=ids.length-1 ; i++) {

Employee e = new Employee(); e.setId(ids[i]); e.setName(names[i]); e.setSalary(salaries[i]); e.setDept(depts[i]); e.setLocation(locations[i]); list.add(e);

}

System.out.println("Details are : "); for(Employee e : list)

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

}

}

}

### Display details using for loop:

for(int i=0 ; i<=list.size()-1 ; i++)

{

Employee e = list.get(i);

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

}

**Display details in reverse order:**

for(int i=list.size()-1 ; i>=0 ; i--)

{

Employee e = list.get(i);

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

}

### Display Employee details whose ID is 103:

boolean found=false; for(Employee e : list)

{

if(e.getId() == 103)

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

found = true; break;

}

}

if(!found)

{

System.out.println("ID 103 doesn't exist");

}

**Display Employee details belongs to Hyderabad:**

int count=0; for(Employee e : list)

{

if(e.getLocation().equals("Hyderabad"))

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee belongs to Hyderabad");

}

### Display Employee details belongs in department 20 or 30:

int count=0; for(Employee e : list)

{

if(e.getDept()==20 || e.getDept()==30)

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee belongs depts 20 or 30");

}

**Display employee details those who not belongs to Hyderabad.**

int count=0; for(Employee e : list)

{

if(!(e.getLocation().equals("Hyderabad")))

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee records founds");

}

### Display details belongs to department 20 and not belongs to Hyderabad:

int count=0; for(Employee e : list)

{

if(e.getDept()==20 && !(e.getLocation().equals("Hyderabad")))

{

System.out.println(e.getId() + " ," + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee records founds");

}

**Count how many employees working in both Hyderabad and Bangalore locations:**

int count=0; for(Employee e : list)

{

String loc = e.getLocation(); if(loc.equals("Hyderabad") || loc.equals("Bangalore"))

{

count++;

}

}

System.out.println("Count is : " + count);

### Check the Employee with name “Amar” present or not:

boolean found=false; for(Employee e : list)

{

if(e.getName().equals("Amar"))

{

System.out.println("Found with ID : " + e.getId()); found=true;

break;

}

}

if(!found)

{

System.out.println("Amar not present");

}

**Display details whose salary greater than 35000:**

int count=0; for(Employee e : list)

{

if(e.getSalary()>35000)

{

System.out.println(e.getId() + " , " + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee found");

}

### Display details whose salary between 30000 and 40000:

int count=0; for(Employee e : list)

{

if(e.getSalary()>30000 && e.getSalary()<40000)

{

System.out.println(e.getId() + " , " + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee found");

}

**Display details whose salary below 40000 and not belongs to Hyderabad:**

int count=0; for(Employee e : list)

{

if(e.getSalary()<40000 && !(e.getLocation().equals("Hyderabad")))

{

System.out.println(e.getId() + " , " + e.getName() + " , " + e.getSalary() + " , " + e.getDept() + " , " + e.getLocation());

count++;

}

}

if(count==0)

{

System.out.println("No employee found");

}

## ArrayList Operations – Menu Driven Approach

### Following program explains how to perform ArrayList operations such as Append, Insert, Replace, Update, Remove, Sort, Reverse and Display:

import java.util.\*; class Main

{

public static void main(String[] args)

{

List<Integer> list = new ArrayList<Integer>(); Scanner sc = new Scanner(System.in); while(true)

{

System.out.println("1.Append"); System.out.println("2.Insert"); System.out.println("3.Replace"); System.out.println("4.Remove"); System.out.println("5.Display"); System.out.println("6.Sort"); System.out.println("7.Reverse"); System.out.println("8.Quit");

System.out.print("Enter choice : "); int ch = sc.nextInt();

if(ch==1)

{

System.out.print("Enter element to append : "); int ele = sc.nextInt();

list.add(ele); System.out.println("Element added");

}

else if(ch==2)

{

System.out.print("Enter index : "); int index = sc.nextInt();

if(index>=0 && index<=list.size()-1){

}

else

}

System.out.print("Enter element : "); int ele = sc.nextInt();

list.add(index, ele); System.out.println("Element inserted");

System.out.println("No such location");

else if(ch==3)

{

System.out.print("Enter element to replace : "); int ele = sc.nextInt();

if(list.contains(ele)){

int index = list.indexOf(ele); System.out.print("Enter new element : "); int x = sc.nextInt();

list.set(index, x); System.out.println("Element replaced");

}

else

}

System.out.println("No such element in list");

else if(ch==4)

{

System.out.print("Enter element to remove : "); int ele = sc.nextInt();

if(list.contains(ele)){

int index = list.indexOf(ele); list.remove(index); System.out.println("Element removed");

}

else

}

System.out.println("No such element to remove");

else if(ch==5)

{

if(list.isEmpty())

System.out.println("Empty list");

else

System.out.println("List is : " + list);

}

else if(ch==6)

{

Collections.sort(list); System.out.println("List sorted");

}

else if(ch==7)

{

Collections.reverse(list); System.out.println("List reversed");

}

else if(ch==8)

{

System.out.println("End"); System.exit(1);

}

else

System.out.println("Invalid choice");

}

}

}

### ArrayList – Employee CRUD – Menu Driven Approach

**This program explains how to add employee details, display details of specific ID, remove employee and update the details of employee:**

import java.util.\*; class Main

{

public static void main(String[] args){ Scanner sc = new Scanner(System.in);

List<Employee> list = new ArrayList<Employee>(); while(true){

System.out.println("1.Add Record"); System.out.println("2.Display Record"); System.out.println("3.Display All"); System.out.println("4.Update Record"); System.out.println("5.Delete Record"); System.out.println("6.Exit");

System.out.print("Enter choice : "); int ch = sc.nextInt();

if(ch==1){

System.out.println("Enter details :"); int id = sc.nextInt();

String name = sc.next();

double salary = sc.nextDouble();

Employee e=new Employee(id,name,salary); list.add(e);

System.out.println("Record Added");

}

else if(ch==2){

if(list.isEmpty()){

System.out.println("empty list");

}

else{

System.out.print("Enter id : "); int id = sc.nextInt();

boolean found=false; for(Employee e : list){

if(e.id == id){

System.out.println("Name : " + e.name); System.out.println("Salary : " + e.salary); found = true;

break;

}

}

if(!found)

System.out.println("Invalid ID");

}

}

else if(ch==3){

if(list.isEmpty()){

System.out.println("Empty list");

}

else{

System.out.println("Details : "); for(Employee e : list){

System.out.println("Name : " + e.name); System.out.println("Salary : " + e.salary);

}

}

}

else if(ch==4){

if(list.isEmpty()){

System.out.println("Empty list");

}

else{

System.out.print("Enter id : "); int id = sc.nextInt();

boolean found=false; for(Employee e : list){

if(e.id == id){

System.out.print("Enter sal to update: "); double salary = sc.nextDouble(); e.salary = salary; System.out.println("Record updated"); found = true;

break;

}

}

if(!found)

System.out.println("Invalid ID");

}

}

else if(ch==5){

if(list.isEmpty()){

System.out.println("Empty list");

}

else

{

System.out.print("Enter id : "); int id = sc.nextInt();

boolean found=false; for(Employee e : list)

{

if(e.id == id){

int index = list.indexOf(e); list.remove(index); System.out.println("Removed"); found = true;

break;

}

}

if(!found)

System.out.println("Invalid ID");

}

}

else if(ch==6){

System.out.println("End"); System.exit(1);

}

else

}

}

}

System.out.println("Invalid choice");

## Vector Collection

### Vector:

* Vector implements List.
* Vector allow duplicates and follow insertion order.
* Vector is synchronized by default.

import java.util.\*; class Code {

public static void main(String[] args)

{

Vector<Integer> v = new Vector<Integer>(); for (int i=1 ; i<=5 ; i++){

v.add(i\*5);

}

System.out.println("Vector : " + v);

}

}

### Enumeration:

* Vector is legacy(old) class since first version of JDK.
* Enumeration interface used to process vector element by element.
* elements() method of Vector class returns Enumeration-interface.

### Methods of Enumeration:

1. hasMoreElements(): is used to check the element is present or not in Enumeration
2. nextElement(): returns the next element in the enumeration.

import java.util.\*; class Code {

public static void main(String[] args)

{

Vector<Integer> v = new Vector<Integer>(); for (int i=1 ; i<=5 ; i++){

v.add(i\*5);

}

System.out.println("Vector : "); Enumeration<Integer> en = v.elements(); while(en.hasMoreElements())

{

Integer x = en.nextElement(); System.out.println(x);

}

}

}

**ArrayList is not synchronized:** We get odd results when we try to add elements into ArrayList from multiple threads.

import java.util.\*; class Test

{

static ArrayList<Integer> list = new ArrayList<Integer>();

}

class First extends Thread

{

public void run(){

for (int i=1 ; i<=100000 ; i++)

{

Test.list.add(i);

}

}

}

class Second extends Thread

{

public void run(){

for (int i=1 ; i<=100000 ; i++)

{

Test.list.add(i);

}

}

}

class Code

{

public static void main(String[] args) throws Exception { First f = new First();

Second s = new Second(); f.start();

s.start();

f.join();

s.join();

System.out.println("List size is : " + Test.list.size());

}

}

### Output: List size is : 166987

**Vector is synchronized by default:** Vector is thread safe, hence we get perfect results when we try to add elements from multiple threads

import java.util.\*; class Test

{

static Vector<Integer> list = new Vector<Integer>();

}

class First extends Thread

{

public void run(){

for (int i=1 ; i<=100000 ; i++)

{

Test.list.add(i);

}

}

}

class Second extends Thread

{

public void run(){

for (int i=1 ; i<=100000 ; i++)

{

Test.list.add(i);

}

}

}

class Code

{

public static void main(String[] args) throws Exception

{

First f = new First(); Second s = new Second(); f.start();

s.start();

f.join();

s.join();

System.out.println("Vector size is : " + Test.list.size());

}

}

**Output: Vector size is : 200000**

## Stack - Collection

### Stack:

* Stack is an extension of Vector class.
* It follows LIFO – Last In First Out Rule
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### Methods are:

1. boolean empty() : Tests the stack is empty or not
2. Object peek(): returns the top element of stack but not remove
3. Object pop(): returns the top element of stack and removes
4. void push(Object e): push element on to the stack

import java.util.\*; class Code

{

public static void main(String[] args) throws Exception { Stack<Integer> stk = new Stack<Integer>(); stk.push(10);

stk.push(20);

stk.push(30);

stk.push(40); System.out.println("Stack is : " + stk);

System.out.println("Pop : " + stk.pop()); System.out.println("Pop : " + stk.pop()); System.out.println("Stack is : " + stk);

stk.push(50);

stk.push(60); System.out.println("Stack is : " + stk);

System.out.println("Peek : " + stk.peek()); System.out.println("Peek : " + stk.peek()); System.out.println("Stack is : " + stk);

}

}

### Stack Operations – Menu Driven Program

import java.util.\*; class Code {

public static void main(String[] args) throws Exception { Scanner sc = new Scanner(System.in); Stack<Integer> stk = new Stack<Integer>(); while(true){

System.out.println("1.Push \n2.Pop \n3.Display \n4.Peek \n5.Quit"); System.out.print("Enter choice : ");

int ch = sc.nextInt(); if(ch==1){

System.out.print("Enter element to push : "); int ele = sc.nextInt();

stk.push(ele); System.out.println("Element Pushed");

}

else if(ch==2){

if(stk.empty())

System.out.println("Empty stack");

else

}

System.out.println("Pop : " + stk.pop());

else if(ch==3){

if(stk.empty())

System.out.println("Empty stack");

else

}

System.out.println("Stack is : " + stk);

else if(ch==4){

if(stk.empty())

System.out.println("Empty stack");

else

}

System.out.println("Peek : " + stk.peek());

else if(ch==5){

System.exit(1);

}

else

}

}

}

System.out.println("Invalid choice");

## Linked List

### LinkedList:

* LinkedList implements List
* LinkedList allow duplicates and ordered collection.
* Linked List store elements in the form of nodes and connect with links.
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* Accessing elements – slower in LinkedList
* Insertions and Deletions are faster – no shifting of elements.
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### Methods are:

|  |  |
| --- | --- |
| boolean add(E e) | Appends the specified element to the end of this list. |
| void add(int index, E element) | Inserts the specified element at the specified position |
| void addFirst(E e) | Inserts the specified element at the beginning of this list. |
| void addLast(E e) | Appends the specified element to the end of this list. |
| void clear() | Removes all of the elements from this list. |
| boolean contains(Object o) | Returns true if this list contains the specified element. |
| E get(int index) | Returns the element at the specified position in this list. |
| E getFirst() | Returns the first element in this list. |
| E getLast() | Returns the last element in this list. |
| Iterator descendingIterator() | Returns an iterator over the elements in this reverse. |
| int indexOf(Object o) | Returns element index or else -1 |
| ListIterator listIterator(int index) | Create iterator from specified index. |
| E remove(int index) | Removes the element at the specified position in this list. |
| E removeFirst() | Removes and returns the first element from this list. |
| E removeLast() | Removes and returns the last element from this list. |
| E set(int index, E element) | Replace index element with specified element. |
| int size() | Returns the number of elements in this list. |

import java.util.LinkedList; class Demo{

public static void main(String[] args){

LinkedList<String> linkedList = new LinkedList<>(); linkedList.add("Apple");

linkedList.add("Banana"); linkedList.add("Orange"); linkedList.addFirst("Mango"); linkedList.addLast("Grapes"); System.out.println("LinkedList: " + linkedList);

// Retrieving

String first = linkedList.getFirst(); String last = linkedList.getLast(); System.out.println("First: " + first); System.out.println("Last: " + last);

String element = linkedList.get(2); System.out.println("Element at position 2: " + element);

// Searching

boolean containsBanana = linkedList.contains("Banana"); System.out.println("Contains Banana: " + containsBanana);

linkedList.removeFirst(); linkedList.removeLast();

System.out.println("Removing first and last elements: " + linkedList);

linkedList.remove(1);

System.out.println("LinkedList after removing : " + linkedList);

boolean isEmpty = linkedList.isEmpty(); System.out.println("Is Empty: " + isEmpty);

int size = linkedList.size(); System.out.println("Size: " + size);

linkedList.clear();

System.out.println("LinkedList after clearing all elements: " + linkedList);

}

}

## Set Interface

### Set:

* Set doesn’t allow duplicates.
* Set is not index based.

### HashSet Methods are:

|  |  |
| --- | --- |
| boolean add(E e) | Adds the specified element to this set if it is not already present. |
| void clear() | Removes all of the elements from this set. |
| Object clone() | Returns a shallow copy: the elements themselves are not cloned. |
| boolean contains(Object o) | Returns true if this set contains the specified element. |
| boolean isEmpty() | Returns true if this set contains no elements. |
| Iterator<E> iterator() | Returns an iterator over the elements in this set. |
| boolean remove(Object o) | Removes the specified element from this set if it is present. |
| int size() | Returns the number of elements in this set (its cardinality). |

**Note: Set is not providing any methods to perform index-based operations. Implementations are:**

1. **HashSet:** It doesn’t maintain insertion order
2. **LinkedHashSet:** It maintains insertion order of elements.
3. **TreeSet:** It maintains sorted order of elements.

### Program to store elements into HashSet and display:

import java.util.\*; class Code {

public static void main(String[] args) {

Set<Integer> set = new HashSet<Integer>(); set.add(50);

set.add(40);

set.add(30);

set.add(20);

set.add(10); System.out.println("Set : " + set);

}

}

**Output: Random order of elements**

**Program to store elements into LinkedHashSet and display:**

import java.util.\*; class Code {

public static void main(String[] args) {

Set<Integer> set = new LinkedHashSet<Integer>(); set.add(50);

set.add(40);

set.add(30);

set.add(20);

set.add(10); System.out.println("Set : " + set);

}

}

**Output: 50, 40, 30, 20, 10**

### Program to store elements into TreeSet and display:

import java.util.\*; class Code {

public static void main(String[] args) {

Set<Integer> set = new TreeSet<Integer>(); set.add(50);

set.add(40);

set.add(30);

set.add(20);

set.add(10); System.out.println("Set : " + set);

}

}

**Output: 10, 20, 30, 40, 50**

**Remove duplicates in ArrayList:**

* ArrayList is ordered and allow duplicates.
* To remove duplicates in array, we simply convert into Set and display

import java.util.\*; class Code {

public static void main(String[] args) {

List<Integer> list = new ArrayList<Integer>(); for(int i=1 ; i<=4 ; i++) {

list.add(i+2); list.add(i+3);

}

System.out.println("List : " + list);

Set<Integer> set = new HashSet<Integer>(list); System.out.println("Set : " + set);

}

}

**Output:** List : [3, 4, 4, 5, 5, 6, 6, 7]

Set : [3, 4, 5, 6, 7]

## Map Interface

### Map:

* Store values using keys

Map = {key=value, key=value, key=value ….}

* Keys must be unique in Map
* Values can be duplicated.
* For example, book names(unique) with prices(duplicates)

o Books = {C=300.0 , C++=300.0, Java=350.0, Python=330.0};

### Methods are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| put(K key, V value) | store value using key. |
| V get(Object key) | return value of specified key. |
| boolean isEmpty() | Returns true if this map contains key-values. |
| void clear() | Removes all elements. |
| boolean containsKey(Object key) | Returns true if map contains specified key. |
| Set<K> keySet() | Returns a Set of keys contained in this map. |
| remove(Object key) | Removes key-value of specified key. |
| replace(K key, V value) | Replace the value of specified key with given value. |
| int size() | Returns the number of key-values in map. |
| Collection<V> values() | Returns Collection of values in this map. |

**Program to create HashMap and display:**

import java.util.\*; class Code {

public static void main(String[] args)

{

Map<Integer,String> map = new HashMap<Integer,String>(); map.put(10, "Ten");

map.put(20, "Twenty");

map.put(30, "Thirty");

map.put(40, "Fourty");

map.put(50, "Fifty"); System.out.println("Map : " + map);

}

}

### Implementations of Map:

1. **HashMap:** doesn’t maintain insertion order. Allows only one null key
2. **LinkedHashMap:** maintains insertion order. Allows only one null key
3. **TreeMap:** maintains sorted order of keys. It doesn’t allow null key.
4. **Hashtable:** It is call legacy class. It maintains sorted order. It doesn’t allow null key.

import java.util.\*; class Code

{

public static void main(String[] args)

{

//Map<Integer,String> map = new LinkedHashMap<Integer,String>(); Map<Integer,String> map = new TreeMap<Integer,String>(); map.put(50, "Fifty");

map.put(40, "Fourty");

map.put(30, "Thirty");

map.put(20, "Twenty");

map.put(10, "Ten"); System.out.println("Map : " + map);

}

}

### Set<K> keySet():

* We cannot iterate the map object either by using Iterator or using for-each loop.
* First we need to collect all keys of map using keySet() method.
* We iterate keys set and get values by specifying each key.

import java.util.\*; class Code

{

public static void main(String[] args) throws Exception

{

Map<Integer, String> map = new HashMap<Integer, String>(); map.put(10, "Ten");

map.put(20, "Twenty");

map.put(30, "Thirty");

map.put(40, "Fourty");

System.out.println("Map is : "); Set<Integer> keys = map.keySet(); for(Integer key : keys)

{

String value = map.get(key); System.out.println(key + " = " + value);

}

}

}

### Iterate Map through Iterator:

* Collect the keys using keySet() method.
* Create Iterator from the keys Set.
* Iterate the object and get Values by specifying keys.

import java.util.\*; class Code

{

public static void main(String[] args) throws Exception

{

String[] books = {"C", "C++", "Java", "Python", "Android"}; double[] prices = {200.0, 300.0, 250.0, 200.0, 250.0};

Map<String, Double> map = new HashMap<String, Double>(); for(int i=0 ; i<=books.length-1 ; i++)

{

map.put(books[i], prices[i]);

}

System.out.println("Map is : "); Set<String> keys = map.keySet(); Iterator<String> itr = keys.iterator(); while(itr.hasNext())

{

String key = itr.next();

Double value = map.get(key); System.out.println(key + " = " + value);

}

}

}

### Menu Driven Program (Books and Prices)

import java.util.\*; class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

Map<String, Double> map = new HashMap<String, Double>(); while(true)

{

System.out.println("1. Add Book"); System.out.println("2. Update Book"); System.out.println("3. Display Book"); System.out.println("4. Remove Book"); System.out.println("5. Quit");

System.out.print("Enter your choice : "); int ch = sc.nextInt();

if(ch==1)

{

System.out.print("Enter Book Name : "); String name = sc.next(); if(map.containsKey(name))

{

}

else

{

}

}

System.out.println("Book already exists");

System.out.print("Enter Price : "); double price = sc.nextDouble(); map.put(name, price); System.out.println("Book added");

else if(ch==2)

{

System.out.print("Enter Book Name : "); String name = sc.next(); if(map.containsKey(name))

{

}

else

System.out.print("Enter Price : "); double price = sc.nextDouble(); map.replace(name, price); System.out.println("Book updated");

System.out.println("Error : Invalid Book Name");

}

else if(ch==3)

{

System.out.print("Enter Book Name : "); String name = sc.next(); if(map.containsKey(name))

{

System.out.println("Price : " + map.get(name));

}

else

System.out.println("Error : Invalid Book Name");

}

else if(ch==4)

{

System.out.print("Enter Book Name : "); String name = sc.next(); if(map.containsKey(name))

{

map.remove(name); System.out.println("Book removed");

}

else

System.out.println("Error : Invalid Book Name");

}

else if(ch==5)

{

System.out.println("End"); System.exit(1);

}

else

System.out.println("Invalid choice");

}

}

}

### Account Details – Menu Driven Program

**Account.java:**

public class Account

{

private int number; private String name; private double balance;

private String location;

public void setNumber(int number){ this.number = number;

}

public void setName(String name){ this.name = name;

}

public void setBalance(double balance){ this.balance = balance;

}

public void setLocation(String location){ this.location = location;

}

public int getNumber(){

return this.number;

}

public String getName(){

return this.name;

}

public double getBalance(){ return this.balance;

}

public String getLocation(){ return this.location;

}

}

Main.java: import java.util.\*; class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

Map<Integer, Account> map = new HashMap<Integer, Account>(); while(true)

{

System.out.println("1. Add Account"); System.out.println("2. Update Location"); System.out.println("3. Display Account"); System.out.println("4. Remove Account"); System.out.println("5. Quit");

System.out.print("Enter your choice : "); int ch = sc.nextInt();

if(ch==1)

{

System.out.print("Enter Account Number : "); Integer number = sc.nextInt(); if(map.containsKey(number))

{

}

else

{

System.out.println("Account already exists");

System.out.print("Enter Name :"); String name = sc.next(); System.out.print("Enter Balance :"); double balance = sc.nextDouble(); System.out.print("Enter Location :"); String location = sc.next();

Account acc = new Account(); acc.setNumber(number); acc.setName(name); acc.setBalance(balance); acc.setLocation(location);

map.put(number, acc); System.out.println("Account added");

}

}

else if(ch==2)

{

System.out.print("Enter Account Number : "); int number = sc.nextInt(); if(map.containsKey(number))

{

System.out.print("Enter location : "); String location = sc.next();

Account acc = map.get(number); acc.setLocation(location); System.out.println("Location updated");

}

else

}

System.out.println("Error : Invalid acc-number");

else if(ch==3)

{

System.out.print("Enter Account Number : "); int number = sc.nextInt(); if(map.containsKey(number))

{

Account acc = map.get(number); System.out.println("Details : " + acc.getName() + ", " +

acc.getBalance() + ", " + acc.getLocation());

}

else

System.out.println("Error : Invalid Account");

}

else if(ch==4)

{

System.out.print("Enter Account Number : "); int number = sc.nextInt(); if(map.containsKey(number))

{

}

else

}

map.remove(number); System.out.println("Account removed");

System.out.println("Error : Invalid Account");

else if(ch==5)

{

}

else

}

}

}

System.out.println("End"); System.exit(1);

System.out.println("Invalid choice");

## Comparator interface

### Comparator:

* Comparator is used to order the objects of a user-defined class.
* Comparator provides multiple sorting sequences hence we can sort the elements based on different data members, for example, rollno, name, age or anything else.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public int compare(Object o1, Object o2) | Compares first and second object in the list. |
| public boolean equals(Object obj) | Compares this object with specified object. |

### Compare Student objects based on Age: Student.java:

class Student {

int rollno; String name; int age;

Student(int rollno,String name,int age){ this.rollno=rollno; this.name=name;

this.age=age;

}

}

**AgeComparator.java:** We need to implement the Comparator interface and override the compare method to compare 2 objects and then decide to sort.

class AgeComparator implements Comparator { public int compare(Object o1,Object o2){

Student s1=(Student)o1; Student s2=(Student)o2; if(s1.age>s2.age)

return 1;

else

return -1;

}

}

### Main.java:

import java.util.\*; import java.io.\*; class Main

{

public static void main(String args[]){

ArrayList<Student> list=new ArrayList<Student>(); list.add(new Student(101,"Vijay",23)); list.add(new Student(106,"Ajay",27)); list.add(new Student(105,"Jai",21)); list.add(new Student(103, "Amar", 13)); System.out.println("Sort by age"); Collections.sort(list,new AgeComparator()); System.out.println("After Sort : "); for(Student st : list){

System.out.println(st.rollno+" , "+st.name+" , "+st.age);

}

}

}

}

**Compare Student objects based on Name: NameComparator.java:**

class NameComparator implements Comparator{ public int compare(Object o1,Object o2){

Student s1=(Student)o1; Student s2=(Student)o2;

return s1.name.compareTo(s2.name);

}

}

### Sort based on Employee salary: MySalaryComp.java:

class MySalaryComp implements Comparator<Empl>{ @Override

public int compare(Empl e1, Empl e2) { if(e1.getSalary() < e2.getSalary())

return 1;

else

return -1;

}

}

**Java 8 Comparator interface**

* Java 8 Comparator interface is a functional interface that contains only one abstract method.
* It is providing many static and default methods to compare different types of object elements.
* Now, we can use the Comparator interface as the assignment target for a lambda expression or method reference.

### Sorting objects information using Student Age and Name: Student.java:

class Student

{

private int rollno; private String name; private int age; public int getRollno()

{

return rollno;

}

public void setRollno(int rollno)

{

this.rollno = rollno;

}

public String getName()

{

return name;

}

public void setName(String name)

{

this.name = name;

}

public int getAge()

{

return age;

}

public void setAge(int age)

{

this.age = age;

}

}

**Main.java:**

import java.util.\*; public class Code

{

public static void main(String args[])

{

ArrayList<Student> al=new ArrayList<Student>(); int nums[] = {101, 102, 103, 104};

String names[] = {"Amar", "Swathi", "Sathya", "Harin"}; int ages[] = {23, 30, 17, 25};

for(int i=0 ; i<nums.length ; i++)

{

Student obj = new Student(); obj.setRollno(nums[i]); obj.setName(names[i]); obj.setAge(ages[i]); al.add(obj);

}

Comparator<Student> cm1=Comparator.comparing(Student::getName); Collections.sort(al,cm1);

System.out.println("Sorting by Name"); for(Student st: al)

{

System.out.println(st.getRollno()+" , "+st.getName()+" , "+st.getAge());

}

Comparator<Student> cm2=Comparator.comparing(Student::getAge); Collections.sort(al,cm2);

System.out.println("Sorting by Age"); for(Student st: al)

{

System.out.println(st.getRollno()+" , "+st.getName()+" , "+st.getAge());

}

}

}

**Java-8 Features**

## JDK 8 Features in Java

### Features are:

* Static Methods in Interface (JDK7)
* Default Methods in interface
* Functional Interface
* Lambda expression
* Method references
* forEach() method
* Stream API
* Parallel Streams
* Optional Class
* Data and Time API
* Predicates

### Purpose of JDK-8:

* Using java technology, application development became easy. Billions of applications developed under java. Day by day the data increasing rapidly with the use of these applications and data processing become complex.
* JDK8 features are the solution to implement data processing techniques easily. Data processing important – for quick results

### Where JDK-8 mainly works?

* After collecting the information either from data base repository or cloud, we store the information into Collection (of objects) to be processed.
* Java 8 features mainly used to process the information of Collections.

**Simplifying code:** JDK 8 features such as lambda expressions, method references, and default methods help reduce boilerplate code, making Java code more readable and maintainable.

**Parallel processing:** In order to take advantage of modern multi-core processors, JDK 8 introduced the Stream API, which enables parallel processing of collections, making it easier to write efficient and concurrent code.

**Improved error handling:** The Optional class was introduced to provide a more explicit way to handle null values and reduce the occurrence of NullPointerExceptions, improving code robustness.

**Modernizing date and time handling:** The new Date and Time API in JDK 8 was introduced to address the shortcomings of the older java.util.Date and java.util.Calendar classes, providing a more intuitive and flexible approach to date and time manipulation.

### Static and Default Methods in Interface

**Interface (before JDK7):**

* Interface is a collection of abstract methods.
* Interface methods are by default public and abstract.
* Any class can implement interface
* Implemented class override abstract methods.

**Note:** The object address of implemented class assign to Interface type reference variable.

### InterfaceName obj = new ImplementedClass();

interface Test

{

void m1(); // public abstract

}

class Demo implements Test { public void m1() {

System.out.println("m1...");

}

}

class Main {

public static void main(String[] args) {

Test obj = new Demo(); // up-casting obj.m1();

}

}

* Interface variables are by default public static final.
* We must initialize variables defined in interface.
* We cannot modify the variables as they are final.

interface Code

{

int a = 10; // public static final

}

class Main {

public static void main(String[] args) { System.out.println("a value : " + Code.a);

Code.a = 20 ; // Error : final variable cannot be modified

}

}

## Static and Default Methods

### Interface (since jdk7):

* Interface allowed to define static methods from jdk7
* Static methods can access using identity of interface.

**Note:** Static methods are used to define the common functionality of objects which are implemented from that interface.

interface CreditCard {

String cartType = "VISA-Platinum"; static void benefits(){

System.out.println("Benefits on Flying, Dining and more");

}

}

### Default Methods:

* Defining a method with default keyword.
* We can access Default methods through object reference.

**Note:** Default methods allow the interfaces to have methods with implementation without affecting the classes that implement the interface.

interface Vehicle{

default String airBags(){

return "Two airbags";

}

default String alarmOn(){

return "at speed of 100";

}

int maxSpeed();

}

class Alto implements Vehicle{ public int maxSpeed(){

return 160;

}

}

class Swift implements Vehicle{ public int maxSpeed(){

return 220;

}

}

## Functional Interface in Java

### Functional Interface:

* Interface that accepts only one abstract method.
* We must define with annotation @FunctionalInterface.
* Functional Interface allow static and default methods.

@FunctionalInterface interface Test

{

void m1();

void m2(); // Error :

}

**Static Methods and Default Methods in Functional Interface:**

@FunctionalInterface interface First

{

static void m1(){

System.out.println("Static method");

}

default void m2(){

System.out.println("Default method");

}

void m3();

}

class Second implements First

{

public void m3(){

System.out.println("Instance method");

}

}

class Main

{

public static void main(String[] args)

{

First obj = new Second(); First.m1();

obj.m2();

obj.m3();

}

}

## Lambda Expressions

**Lambda Expression:** Lambda expression is a simplest form of Functional interface implementation.

### In how many ways we can implement a Functional Interface:

1. Through class
2. Through anonymous inner class
3. Through lambda expression

### Implement interface using class:

@FunctionalInterface interface First {

void fun();

}

class Second implements First { public void fun(){

System.out.println("fun...");

}

}

class Main {

public static void main(String[] args) { First obj = new Second(); obj.fun();

}

}

1. **Through Anonymous inner class:** Defining a class without identity is called Anonymous inner class. We always define anonymous class inside a method.

interface Test {

void fun();

}

class Main {

public static void main(String[] args) { Test obj = new Test() {

public void fun() {

System.out.println("Anonymous fun");

}

};

obj.fun();

}

}

### Through Lambda expression:

* Expression is a line of code.
* Lambda expression is the implementation of Functional Interface in a short format

@FunctionalInterface interface Test

{

void fun();

}

class Main

{

public static void main(String[] args) {

Test obj = () -> System.out.println("Lambda fun"); obj.fun();

}

}

### If the method not taking any parameter:

() -> expression

**If the method taking only one parameter:**

parameter -> expression

### If the method taking more than one parameter:

(parameter1, parameter2) -> expression

**Lambda expression as block:**

* Expressions immediately return a value, and they cannot contain variables, assignments or statements such as if or for.
* In order to do more complex operations, a code block can be used with curly braces.
* If the lambda expression needs to return a value, then the code block should have a return statement.

(parameter1, parameter2) -> { stat-1;

stat-2; stat-3; return

}

### Lambda expression with arguments:

* Lambda expression can take arguments based on the signature of method defined in functional interface.
* No need to specify the data types while representing the arguments in lambda expression.

@FunctionalInterface interface Calc

{

void add(int x, int y);

}

class Main

{

public static void main(String[] args)

{

Calc obj = (x, y) -> System.out.println("Sum : " + (x+y)); obj.add(5,3);

obj.add(10,20);

}

}

**Lambda expression with return values:** Lambda expression automatically returns the value which is evaluated in expression. We need to specify the return type in Functional Interface specification.

@FunctionalInterface interface Calc

{

int add(int x, int y);

}

class Main

{

public static void main(String[] args)

{

Calc obj = (x, y) -> x+y;

System.out.println("Sum : " + obj.add(5,3)); System.out.println("Sum : " + obj.add(10,20));

}

}

## Method References in Java

### Method references:

* It is JDK8 feature.
* It is used to refer any method of functional interface easily.
* Any method definition can be assigned to functional interface method identity and access the using its identity.

### Method reference to static method as follows:

@FunctionalInterface interface Test {

void abc();

}

class Demo {

static void fun() {

System.out.println("fun...");

}

}

class Main {

public static void main(String[] args) { Test obj = Demo::fun; obj.abc();

}

}

**Method reference to an instance method:**

@FunctionalInterface interface Test {

void abc();

}

class Demo {

void fun() {

System.out.println("fun...");

}

}

class Main {

public static void main(String[] args) { Test obj = new Demo()::fun; obj.abc();

}

}

### forEach() method

**forEach() method:**

* forEach() introduced in JDK8 to iterate the collection easily.
* forEach() defined in both Iterable interface and in Stream interface.
* forEach() method is a Default method.

default void forEach(Consumer<super T>action)

**Note:** forEach() method takes a single parameter which is a functional interface. So, you can

pass lambda expression or method reference as input.

### Iterating List

**Defining a List:**

List<String> names = Arrays.asList("C", "Java", "Python");

### using lambda expression:

names.forEach(name->System.out.println(name));

**using method reference:**

names.forEach(System.out::println);

### Iterating Set

**Defining a Set:**

Set<String> uniqueNames = new HashSet<>(Arrays.asList("C", "C++", "Java"));

### using lambda expression:

uniqueNames.forEach(name->System.out.println(name));

**using method reference:**

uniqueNames.forEach(System.out::println);

### Iterating Map

**Defining a Map:**

Map<Integer, String> namesMap = new HashMap<>(); namesMap.put(1, "Java");

namesMap.put(2, "JDBC");

namesMap.put(3, "JSP");

### Iterate map:

namesMap.forEach((key, value) -> System.out.println(key + " " + value));

**Iterating Map using entrySet:**

namesMap.entrySet().forEach(entry -> System.out.println( entry.getKey() + " " + entry.getValue()));

### Iterate List:

import java.util.\*; import java.util.\*; class Main

{

public static void main(String[] args)

{

List<Integer> list = new ArrayList<>(Arrays.asList(10,20,30,40,50)); list.forEach(x->System.out.println(x));

}

}

**Iterate Set:**

import java.util.\*; import java.util.\*; class Main

{

public static void main(String[] args)

{

List<Integer> list = new ArrayList<>(Arrays.asList(10,20,30,40,50)); Set<Integer> set = new HashSet<>(list);

set.forEach(x->System.out.println(x));

}

}

### Iterate Map:

import java.util.\*; import java.util.\*; class Main

{

public static void main(String[] args)

{

Map<Integer,String> map = new HashMap<>(); map.put(1, "Java");

map.put(2, "Servlets");

map.put(3, "JSP");

map.forEach((k, v)->System.out.println(k + " = " + v));

}

}

**Practice Programs on forEach() Printing all elements of an ArrayList:**

ArrayList<String> list = new ArrayList<>(Arrays.asList("apple", "banana", "cherry")); list.forEach(System.out::println);

### Doubling the values in a LinkedList:

LinkedList<Integer> numbers = new LinkedList<>(Arrays.asList(1, 2, 3, 4, 5)); numbers.forEach(n -> System.out.println(n \* 2));

**Checking if any string in a HashSet starts with "A":**

HashSet<String> set = new HashSet<>(Arrays.asList("Apple", "Banana", "Cherry")); set.forEach(s -> {

if (s.startsWith("A")) {

System.out.println(s);

}

});

### Removing all even numbers from an ArrayList:

ArrayList<Integer> numbers = new ArrayList<>(Arrays.asList(1, 2, 3, 4, 5)); numbers.forEach(n -> {

if (n % 2 == 0) {

numbers.remove(n);

}

});

**Converting all strings in a TreeSet to uppercase:**

TreeSet<String> set = new TreeSet<>(Arrays.asList("apple", "banana", "cherry")); set.forEach(s -> {

String upperCase = s.toUpperCase(); System.out.println(upperCase);

});

### Checking if a LinkedList contains a specific value

LinkedList<Integer> numbers = new LinkedList<>(Arrays.asList(1, 2, 3, 4, 5)); int target = 3;

numbers.forEach(n -> {

if (n == target) {

System.out.println("Found: " + n);

}

});

**Removing all elements from a HashSet that are less than 10**

HashSet<Integer> numbers = new HashSet<>(Arrays.asList(5, 10, 15, 20)); numbers.forEach(n -> {

if (n < 10) {

numbers.remove(n);

}

});

### Concatenating all strings in an ArrayList:

ArrayList<String> strings = new ArrayList<>(Arrays.asList("Hello", " ", "World", "!")); StringBuilder sb = new StringBuilder();

strings.forEach(sb::append); System.out.println(sb.toString());

**Printing the square of each element in a LinkedList:**

LinkedList<Integer> numbers = new LinkedList<>(Arrays.asList(1, 2, 3, 4, 5)); numbers.forEach(n -> System.out.println(n \* n));

**Counting the number of occurrences of a specific string in an ArrayList:**

ArrayList<String> strings = new ArrayList<>(Arrays.asList("apple", "banana", "cherry", "apple"));

String target = "apple"; int count = 0; strings.forEach(s -> {

if (s.equals(target)) {

count++;

}

});

System.out.println("Occurrences of \"" + target + "\": " + count);

## Stream API

### Stream API:

* Stream is a flow of data.
* Stream API providing pre-defined functionality by which we can filter the data easily.
* We always create Streams to Collection objects and filter the data stored in collections.

**Note:** Stream is a not a data structure hence it will not hold any information. Stream will not change the collection object. It just processes the elements of object by without modifying it.

**Creating Stream to List:** stream() method returns the stream of any collection object

Stream<Integer> st = list.stream();

### forEach() method in Stream interface:

* Stream API related interfaces and classes belongs to java.util.stream package.
* forEach() method belongs to Stream class also.
* We invoke the forEach() method on Stream object to display the data.

### Display Stream information using forEach() and Lambda:

import java.util.\*; import java.util.stream.\*; class Main {

public static void main(String[] args) {

List<Integer> list = new ArrayList<>(Arrays.asList(10,20,30,40,50)); Stream<Integer> st = list.stream();

st.forEach(x->System.out.println(x));

}

}

**Stream and display the list in single line:**

import java.util.\*; import java.util.stream.\*; class Main {

public static void main(String[] args) {

List<Integer> list = new ArrayList<>(Arrays.asList(10,20,30,40,50)); list.stream().forEach(x->System.out.println(x));

}

}

### map() and filter() methods of Stream

**map():**

* It takes a lambda expression as its only argument, and uses it to change every individual element in the stream.
* Its return value is a new Stream object containing the changed elements.

### Creating a Stream:

List<Integer> myList = new ArrayList<Integer>(); myList.add(1);

myList.add(5); myList.add(8);

Stream<Integer> myStream = myList.stream();

**We can create streams for arrays as follows:**

Integer[] myArray = {1, 5, 8};

Stream<Integer> myStream = Arrays.stream(myArray);

### Map to convert all elements in an array of strings to uppercase:

String[] myArray = new String[]{"harin", "satya", "annie", "amar"}; Stream<String> myStream = Arrays.stream(myArray);

Stream<String> myNewStream = myStream.map(s -> s.toUpperCase());

**Practice Programs Convert a list of strings to uppercase:**

List<String> strings = Arrays.asList("hello", "world", "java"); List<String> upperCaseStrings = strings.stream()

.map(String::toUpperCase)

.collect(Collectors.toList()); System.out.println(upperCaseStrings);

### Square all the numbers in a list of integers:

List<Integer> numbers = Arrays.asList(1, 2, 3, 4, 5); List<Integer> squaredNumbers = numbers.stream()

.map(num -> num \* num)

.collect(Collectors.toList()); System.out.println(squaredNumbers);

**Extract the lengths of strings in a list:**

List<String> fruits = Arrays.asList("apple", "banana", "orange"); List<Integer> lengths = fruits.stream()

.map(String::length)

.collect(Collectors.toList()); System.out.println(lengths);

### Get the first character of each string in a list:

List<String> words = Arrays.asList("cat", "dog", "bird"); List<Character> firstCharacters = words.stream()

.map(s -> s.charAt(0))

.collect(Collectors.toList()); System.out.println(firstCharacters);

**filter():**

* filter() method takes lambda expression as input and return boolean value.
* If filter() method returns true, then the element enter into resultant stream.
* filter() method returns stream after filtering the data.

### Program to filter the Strings starts with “s” in a list:

import java.util.\*; import java.util.stream.\*; class Main

{

public static void main(String[] args) { List<String> list = new ArrayList<String>(); list.add("Java");

list.add("JDBC"); list.add("Servlets"); list.add("JSP");

list.add("Spring"); list.add("Hibernate");

Stream<String> st = list.stream();

Stream<String> res = st.filter(s->s.startsWith("S")); res.forEach(System.out::println);

}

}

**Write the above filtering logic in single line:**

list.stream().filter(s->s.startsWith("S")).forEach(System.out::println);

### Display string whose length is 4:

import java.util.\*; import java.util.stream.\*; class Main {

public static void main(String[] args)

{

String[] arr = {"Java", "JDBC", "Servlets", "JSP", "Spring"}; List<String> list = new ArrayList<String>();

for(int i=0 ; i<arr.length ; i++) list.add(arr[i]);

list.stream().filter(s->s.length()==4).forEach(System.out::println);

}

}

**Program to display only even numbers in the list using stream api:**

import java.util.\*; import java.util.stream.\*; class Main {

public static void main(String[] args) { int[] arr = {5, 2, 8, 9, 3, 7, 1, 4, 6};

List<Integer> list = new ArrayList<Integer>(); for(int x : arr)

list.add(x); System.out.println("List is : " + list);

System.out.println("Even numbers list is : "); list.stream().filter(s->s%2==0).forEach(System.out::println);

}

}

## Collectors Class

**Collectors:** Collectors is a final class. It provides methods to collect filtered elements into various collections, and performing operations on collected data such as counting elements, reverse, sort etc.

### Store into List:

List<Integer> integers = Arrays.asList(1,2,3,4,5,6,6); integers.stream().map(x -> x\*x).collect(Collectors.toList());

**output:** [1,4,9,16,25,36,36]

**Store into Set:**

List<Integer> integers = Arrays.asList(1,2,3,4,5,6,6); integers.stream().map(x -> x\*x).collect(Collectors.toSet());

**output:** [1,4,9,16,25,36]

### Store into Specific Collection:

List<Integer> integers = Arrays.asList(1,2,3,4,5,6,6); integers

.stream()

.filter(x -> x >2)

.collect(Collectors.toCollection(LinkedList::new));

**output:** [3,4,5,6,6]

**Counting elements:**

List<Integer> integers = Arrays.asList(1,2,3,4,5,6,6); Long collect = integers

.stream()

.filter(x -> x <4)

.collect(Collectors.counting());

**Output:** 3

### Finding minimum value: minBy()

List<Integer> integers = Arrays.asList(1,2,3,4,5,6,6); integers

.stream()

.collect(Collectors.minBy(Comparator.naturalOrder()))

.get();

**Output:** 1

**Practice programs using map() and filter() Filter and map positive integers to their squares:**

List<Integer> numbers = Arrays.asList(1, -2, 3, -4, 5); List<Integer> squaresOfPositiveNumbers = numbers.stream()

.filter(n -> n > 0)

.map(n -> n \* n)

.collect(Collectors.toList()); System.out.println(squaresOfPositiveNumbers);

### Filter and map strings to their uppercase versions:

List<String> words = Arrays.asList("apple", "Banana", "orange", "Grapes"); List<String> upperCaseWords = words.stream()

.filter(s -> s.length() > 3)

.map(String::toUpperCase)

.collect(Collectors.toList()); System.out.println(upperCaseWords);

**Filter and map a list of objects:**

List<Person> persons = Arrays.asList( new Person("John", 25),

new Person("Alice", 30),

new Person("Bob", 40)

);

List<String> namesAboveThirty = persons.stream()

.filter(p -> p.getAge() > 30)

.map(Person::getName)

.collect(Collectors.toList()); System.out.println(namesAboveThirty);

### Filter and map a list of strings to their lengths:

List<String> words = Arrays.asList("apple", "banana", "orange", "grapes"); List<Integer> wordLengths = words.stream()

.filter(s -> s.startsWith("a"))

.map(String::length)

.collect(Collectors.toList()); System.out.println(wordLengths);

**Filter and map a list of strings to their lengths, removing duplicates:**

List<String> words = Arrays.asList("apple", "banana", "orange", "grapes", "apple"); List<Integer> distinctWordLengths = words.stream()

.filter(s -> s.length() > 4)

.map(String::length)

.distinct()

.collect(Collectors.toList()); System.out.println(distinctWordLengths);

### Filter and map a list of integers, then calculate their average:

List<Integer> numbers = Arrays.asList(1, 2, 3, 4, 5); double average = numbers.stream()

.filter(n -> n % 2 == 0)

.mapToInt(Integer::intValue)

.average()

.orElse(0); System.out.println(average);

**Filter and map a list of strings to their lengths, then find the maximum length:**

List<String> words = Arrays.asList("apple", "banana", "orange", "grapes"); int maxLength = words.stream()

.filter(s -> s.length() > 5)

.mapToInt(String::length)

.max()

.orElse(0); System.out.println(maxLength);

**Filter and map a list of strings to their uppercase versions, then sort them:**

List<String> words = Arrays.asList("apple", "banana", "orange", "grapes"); List<String> sortedUpperCaseWords = words.stream()

.filter(s -> !s.isEmpty())

.map(String::toUpperCase)

.sorted()

.collect(Collectors.toList()); System.out.println(sortedUpperCaseWords);

## Parallel Streaming

**Parallel Streaming:** Parallel streaming is a feature introduced in Java 8 as part of the Stream API. It allows you to perform stream operations concurrently on multi-core processors, effectively dividing the data into smaller chunks and processing them in parallel threads.

import java.util.LinkedList; import java.util.List; public class Demo

{

public static void main(String[] args)

{

List<String> colors = new LinkedList<>(); colors.add("Red");

colors.add("Green"); colors.add("Blue"); colors.add("Yellow"); colors.add("Purple");

colors.parallelStream()

.forEach(System.out::println);

}

}

### Parallel stream with HashMap:

import java.util.HashMap; import java.util.Map; public class Demo

{

public static void main(String[] args)

{

Map<Integer, String> map = new HashMap<>(); map.put(1, "One");

map.put(2, "Two");

map.put(3, "Three");

map.put(4, "Four");

map.put(5, "Five");

map.entrySet().parallelStream()

.forEach(entry -> System.out.println(entry.getKey() + ": " + entry.getValue()));

}

}

**Parallel stream with Array:**

import java.util.Arrays;

public class ParallelStreamArrayExample

{

public static void main(String[] args)

{

String[] names = {"Alice", "Bob", "Charlie", "David", "Eve"}; Arrays.stream(names).parallel().forEach(System.out::println);

}

}

### forEachOrdered():

import java.util.\*; public class Demo

{

public static void main(String[] args)

{

List<Integer> list = Arrays.asList(2, 4, 6, 8, 10); list.stream().parallel().forEach( System.out::println ); list.stream().parallel().forEachOrdered( System.out::println );

}

}

**Parallel Stream for Array Sum:**

import java.util.Arrays;

public class ParallelStreamArraySum

{

public static void main(String[] args)

{

int[] numbers = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

int sum = Arrays.stream(numbers).parallel().sum(); System.out.println("Sum of numbers: " + sum);

}

}

### Optional Class

**Optional class:**

* In Java 8, the concept of Optional was introduced to handle the case where a method might return a non-null value or a null value.
* Optional is a container object that may or may not contain a non-null value.
* It helps to avoid null pointer exceptions and allows developers to write more concise and expressive code.

### Display the value of string only if it is not null:

import java.util.Optional; public class Code

{

public static void main(String[] args)

{

String value = "Hello";

Optional<String> optionalValue = Optional.of(value); System.out.println(optionalValue.get()); // Output: Hello

}

}

**Display the default value in place of String if the string value is NULL:**

import java.util.Optional; public class Code

{

public static void main(String[] args)

{

String value = null;

Optional<String> optionalValue = Optional.ofNullable(value); System.out.println(optionalValue.orElse("Default")); // Output: Default

}

}

### Check the String has null value or Not:

import java.util.Optional; public class Code {

public static void main(String[] args)

{

String value = null;

Optional<String> optionalValue = Optional.ofNullable(value); System.out.println(optionalValue.isPresent()); // Output: false

}

}

**Creating an Optional with a Non-null Value:**

import java.util.Optional; public class Code

{

public static void main(String[] args)

{

String value = "Hello, World!";

Optional<String> optionalValue = Optional.of(value);

// If the value is present, print it optionalValue.ifPresent(System.out::println);

}

}

### Creating an Optional with a Nullable Value:

import java.util.Optional; public class Code

{

public static void main(String[] args)

{

String value = null;

Optional<String> optionalValue = Optional.ofNullable(value); optionalValue.ifPresentOrElse(System.out::println, () ->

System.out.println("Default Value"));

}

}

**Performing an Action on the Value if Present:**

import java.util.Optional; public class Code

{

public static void main(String[] args)

{

Integer number = 42;

Optional<Integer> optionalNumber = Optional.of(number); optionalNumber.ifPresent(num -> {

int incrementedValue = num + 10; System.out.println("Incremented value: " + incrementedValue);

});

}

}

## Predicates

Predicates in Java 8 are an essential part of the java.util.function package, designed to handle functional-style operations. Here are 10 simple points to understand Predicates in Java 8:

**Functional Interface:** It is a functional interface that takes an argument of a specific type and returns a boolean value (true or false).

**Single Abstract Method (SAM):** As a functional interface, Predicate has a single abstract method named test(T t), where T is the type of the input argument.

**Test Condition:** The test(T t) method is responsible for evaluating the condition specified by the Predicate. If the condition is met for the input t, the method returns true; otherwise, it returns false.

**Filtering Collections:** Predicates are commonly used to filter elements from collections. By passing a Predicate to the filter() method of Java 8 streams or collections, you can selectively retain elements that satisfy the condition.

**Chaining Predicates:** Predicates can be combined using logical operators like and(), or(), and negate() to create more complex conditions for filtering.

**Default Methods:** The Predicate interface provides default methods like and(), or(), and negate() to enable easy composition of predicates without requiring manual implementation.

**Avoiding Null Checks:** Predicates can be used to check for null values or other conditions that could cause null pointer exceptions, providing a safer and more readable alternative to traditional null checks.

**Java Collections API:** Java 8 introduced several methods in the Collections API that accept Predicate as an argument, such as removeIf(), making it easier to perform conditional element removal from collections.

**Lambda Expressions:** Predicates can be defined using lambda expressions, allowing for concise and expressive code when dealing with conditional checks.

### Filtering even numbers from a list of integers:

import java.util.Arrays; import java.util.List;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

List<Integer> numbers = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10); Predicate<Integer> isEven = num -> num % 2 == 0; numbers.stream().filter(isEven).forEach(System.out::println);

}

}

**Filtering strings with a specific length from a list of strings:**

import java.util.Arrays; import java.util.List;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

List<String> words = Arrays.asList("apple", "banana", "orange", "grape", "kiwi"); Predicate<String> hasSpecificLength = word -> word.length() == 5; words.stream().filter(hasSpecificLength).forEach(System.out::println);

}

}

### Filtering names starting with a specific letter from a list of names:

import java.util.Arrays; import java.util.List;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

List<String> names = Arrays.asList("Alice", "Bob", "Charlie", "David", "Eva"); Predicate<String> startsWithA = name -> name.startsWith("A"); names.stream().filter(startsWithA).forEach(System.out::println);

}

}

**Filtering positive numbers from an array of doubles:**

import java.util.Arrays;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

double[] numbers = { 1.2, -3.4, 5.6, -7.8, 9.0 }; Predicate<Double> isPositive = num -> num > 0;

Arrays.stream(numbers).filter(isPositive).forEach(System.out::println);

}

}

### Checking if any element in the list satisfies the predicate:

import java.util.Arrays; import java.util.List;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

List<Integer> numbers = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10); Predicate<Integer> isEven = num -> num % 2 == 0;

boolean anyEven = numbers.stream().anyMatch(isEven); System.out.println("Any even number? " + anyEven);

}

}

**Chaining predicates to filter numbers greater than 5 and even:**

import java.util.Arrays; import java.util.List;

import java.util.function.Predicate; public class Code

{

public static void main(String[] args)

{

List<Integer> numbers = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10); Predicate<Integer> isEven = num -> num % 2 == 0; Predicate<Integer> isGreaterThan5 = num -> num > 5;

numbers.stream().filter(isEven.and(isGreaterThan5)).forEach(System.out::println);

}

}

## Date and Time API

* The Date and Time API (JSR 310) providing a comprehensive set of classes to handle date, time, and duration operations.
* JSR 310 stands for "Java Specification Request 310," and it is the formal request to add the Date and Time API to the Java Standard Edition (Java SE).
* It is the solution to problems in java.util.Date and java.util.Calendar classes.
* The classes in the Date and Time API are immutable, meaning their values cannot be changed once created, ensuring thread safety in multi-threaded environments.
* The API is part of the java.time package and includes classes such as LocalDate, LocalTime, LocalDateTime, ZonedDateTime, Duration, Period, and more.

### Getting the current date:

import java.time.LocalDate; public class Code

{

public static void main(String[] args)

{

LocalDate currentDate = LocalDate.now(); System.out.println("Current Date: " + currentDate);

}

}

**Getting the current time:**

import java.time.LocalTime; public class Code

{

public static void main(String[] args)

{

LocalTime currentTime = LocalTime.now(); System.out.println("Current Time: " + currentTime);

}

}

### Parsing a date from a string:

import java.time.LocalDate;

import java.time.format.DateTimeFormatter; public class Code

{

public static void main(String[] args)

{

String dateString = "2023-07-24";

LocalDate date = LocalDate.parse(dateString);

System.out.println("Parsed Date: " + date);

}

}

**Formatting time with seconds:**

import java.time.LocalTime;

import java.time.format.DateTimeFormatter; public class Code

{

public static void main(String[] args)

{

LocalTime time = LocalTime.of(12, 34, 56);

DateTimeFormatter formatter = DateTimeFormatter.ofPattern("HH:mm:ss"); String formattedTime = time.format(formatter); System.out.println("Formatted Time: " + formattedTime);

}

}

### Adding days to a date:

import java.time.LocalDate; public class Code

{

public static void main(String[] args)

{

LocalDate date = LocalDate.now(); LocalDate futureDate = date.plusDays(10);

System.out.println("Future Date: " + futureDate);

}

}

**Checking if a date is before or after another date:**

import java.time.LocalDate; public class Code

{

public static void main(String[] args)

{

LocalDate date1 = LocalDate.of(2023, 7, 24);

LocalDate date2 = LocalDate.of(2023, 12, 31);

System.out.println("Is date1 before date2? " + date1.isBefore(date2)); System.out.println("Is date1 after date2? " + date1.isAfter(date2));

}

}

### Formatting a date to a custom string:

import java.time.LocalDate;

import java.time.format.DateTimeFormatter; public class Code

{

public static void main(String[] args)

{

LocalDate date = LocalDate.of(2023, 7, 24);

DateTimeFormatter formatter = DateTimeFormatter.ofPattern("dd/MM/yyyy"); String formattedDate = date.format(formatter);

System.out.println("Formatted Date: " + formattedDate);

}

}

**Calculating the difference between two dates:**

import java.time.LocalDate;

import java.time.temporal.ChronoUnit; public class Code

{

public static void main(String[] args)

{

LocalDate date1 = LocalDate.of(2023, 7, 24);

LocalDate date2 = LocalDate.of(2023, 12, 31);

long daysDifference = ChronoUnit.DAYS.between(date1, date2); System.out.println("Days Difference: " + daysDifference);

}

}

### Checking if a year is a leap year:

import java.time.Year; public class Code

{

public static void main(String[] args)

{

int year = 2024;

boolean isLeapYear = Year.of(year).isLeap(); System.out.println(year + " is a leap year? " + isLeapYear);

}

}

**Summary**

### Functional Interfaces:

* Functional interfaces have only one abstract method and are used to enable lambda expressions and method references.
* JDK 8 introduced the @FunctionalInterface annotation to indicate that an interface is intended to be used as a functional interface.
* Common functional interfaces like Predicate, Function, Consumer, and Supplier are available in the java.util.function package.

### Lambda Expressions:

* They provide a concise way to define single-method interfaces (functional interfaces).

### Default Methods:

* Default methods are methods defined in interfaces with a default implementation.
* They were introduced to support backward compatibility when adding new methods to existing interfaces.
* Default methods allow developers to add new functionality to interfaces without breaking the implementations of existing classes.

### forEach()

* forEach() is a terminal operation in Java 8 streams used to perform an action on each element of the stream.
* It accepts a lambda expression or method reference that defines the action to be executed for each element.
* forEach() does not return any value; it is mainly used for performing side effects.

### forEachOrdered()

* forEachOrdered() is similar to forEach(), but it guarantees that the elements are processed in the order they appear in the stream.
* It is mainly useful for parallel streams when you want to ensure ordered processing regardless of parallelization.

### Stream()

* Stream is an interface introduced in Java 8 that represents a sequence of elements that can be processed in a functional-style manner.

### Stream API:

* The Stream API is a powerful addition to JDK 8, allowing functional-style operations on collections and arrays.
* The Stream API includes operations like map(), filter(), reduce(), forEach(), and collect().
* Parallel streams leverage multiple threads to enhance performance when processing large datasets.

### map():

* map() is an intermediate operation that transforms each element of a stream into another object using the provided function.
* It takes a Function as an argument, which defines the mapping from one object to another.

### filter():

* filter() is an intermediate operation used to eliminate elements from a stream based on a specified condition.
* It takes a Predicate as an argument, which defines the condition for filtering the elements.
* The result of the filter() operation is a new stream containing only the elements that satisfy the given condition.

### reduce():

* reduce() is a terminal operation that aggregates the elements of a stream into a single result.
* It takes two arguments: an identity value and a BinaryOperator, which combines two elements into a single result.

### Predicate():

* Predicate is a functional interface from the java.util.function package that represents a boolean-valued function of one argument.
* It is often used in streams to define conditions for filtering elements.

### Optional:

* Optional is a container object that may or may not contain a non-null value.
* It was introduced to help handle the problem of null references and avoid null pointer exceptions.
* Optional provides methods like isPresent(), orElse(), and ifPresent() to work with possibly absent values in a more explicit and safer way.

### Date and Time API (JSR 310):

* JDK 8 introduced a new Date and Time API based on JSR 310, addressing various issues in the legacy java.util.Date and java.util.Calendar classes.
* The new API is immutable, thread-safe, and provides better representation and manipulation of dates, times, and durations.
* Classes like LocalDate, LocalTime, LocalDateTime, and ZonedDateTime provide easy-to- use representations of dates and times without time zone hassles.

# Collections – Interview Questions

### Define Variable and Method?

* + **Variable:** Is used to Store the data double balance ;
  + **Method:** Is used to Process the data getBalance();

setBalance();

### Define Array?

* + **Array:** Is a set of similar data elements long[] accNums;

### Define Object?

* + Object is a set of dis-similar data elements. For example, Student details, Employee details, Customer details etc.

### Define Collection?

* + Collection is set of Objects. Set of Student details, Employee details.

### Collection Interface and Classes:

1. **Array v/s ArrayList**
   * Array is Static (Fixed size)
   * ArrayList is Dynamic (No Fixed Size)

### Define List:

* + List is ordered
  + List allow duplicates
  + List is index based

### Define Set:

* + Set is not ordered
  + Set doesn’t allow duplicates
  + Set is not index based

### Define Map:

* + Map store elements using keys
  + Keys must be unique
  + Values can be duplicated.

### ArrayList v/s Vector:

* + Vector is synchronized by default
  + ArrayList is not synchronized by default

### Vector v/s Stack:

* + Vector is index based
  + Stack follows LIFO (Last In First Out)

### ArrayList v/s LinkedList:

* + **In ArrayList:** Accessing elements is faster (index based) Occupies Less memory.

Insertions and Deletions are Slower

* + **In LinkedList:** Insertions and Deletions are faster (no shifting of elements) Occupies More memory.

### Define HashSet, LinkedHashSet and TreeSet?

* + **HashSet:** doesn’t maintains insertion order of elements
  + **LinkedHashSet:** maintains insertion order of elements
  + **TreeSet:** maintains sorted order of elements

### Define HashMap, LinkedHashMap and TreeMap?

* + **HashMap:** doesn’t maintain insertion order of elements
  + **LinkedHashMap:** maintains insertion order of elements
  + **TreeMap:** maintains sorted order of elements using keys.

### Define Hashtable?

* + Hashtable store elements using keys.
  + Hashtable doesn’t allow null keys.

### Explain null values in collections?

* + List is allowed to store any number of null values
  + Set is allowed to store only one null value
  + In map – we can store one null key but any number of null values

### Which of the Collections synchronized by default?

* + Only legacy collection classes synchronized by default

**Examples:** Vector, Stack and Hashtable

### Define PriorityQueue?

* + Store elements in insertion order but display elements using their priority

### Differentiate Iterator and ListIterator?

* + **Iterator:** Process elements one by one in forward direction Iterator is not index based

Iterator can process List, Set and Map

* + **ListIterator:** Process elements using specified index

Iterator can process only List(Set and Map not index based)

### Define Boxing and Unboxing?

* + **Boxing:** Conversion of primitive data to Object
  + **Unboxing:** Conversion of Object type data to primitive

### Define Auto-Boxing and Auto Unboxing?

* + **Auto-Boxing:** Auto conversion from primitive to Object
  + **Auto Unboxing:** Auto conversion from object to primitive

**Note:** Auto Boxing & Auto Unboxing since jdk5

### Define Comparable and Comparator?

* + Comparable and Comparator is used sort record type objects.
  + Comparable sort objects based on single value like id or name or location
  + Comparator sort objects based on multiple values like id-name, name-location, id-location.

### Define Collections class?

* + Collections is a class belongs to util package
  + Collections class providing searching, sorting and conversion methods to process collection objects easily.

### Collection v/s Collection with Generics:

* + **Collection:** Collection accepts any type of object.

No type safety.

* + **Collection with Generics:** Collection with Generics allow to store specified type of Objects. Generics for type safety.

### How to convert ArrayList to Array?

* + Arrays.asList(item);

# JDK8 Features – Interview Questions

### What are JDK8 features?

* + Static and Default methods in interface
  + Functional Interface, Lambda expressions & Method references
  + forEach() and forEachOrdered() method
  + Stream API, Collectors class
  + Predicates
  + Time and Data API
  + Optional Class

### What is the use of JDK8 features?

* + JDK8 features are used to process the information quickly and with short code.
  + Streaming the data is used to perform operations like searching, sorting, filtering, parallel processing etc.

### What is an interface in JDK8?

* + Since JDK8, interface allow static and default methods along with abstract methods final variables.

### Explain static methods in interface?

* + Defining a method with static keyword. Static represents common functionality of interface. Static methods can access using identity of interface.

### How to define default methods?

* + Define a method using default keyword. We can access default methods using object reference.

### What is Functional Interface?

* + An interface with only one abstract method.
  + It is recommended to define Functional Interface using @FunctionalInterface annotation.
  + It allows any number of static and default methods.

### What is anonymous inner class?

* + Define a class without identity inside the method. We often implement interfaces as anonymous inner classes.

### What is lambda expression?

* + Easy implementation of functional interface.
  + Lambda expression is an object and address are assigned to FunctionalInterface reference variable.

### Define Method references?

* + Method references are used to refer static or instance method of a class.
  + It is mainly used to refer a method of Functional interface.

### How to create reference to static method?

* + ClassName::MethodName

### How to create reference to instance method?

* + new ClassName()::MethodName

### Define forEach() method?

* + It is used to iterate element of collection or stream
  + It is belonging to Iterable interface & Stream interface

### How can we display the elements of List in jdk8?

* + Lambda expression:
    - list.forEach(n->System.out.println(n));
  + Method reference:
    - list.forEach(System.out::println);

### What is Stream API?

* + Stream is a flow of data.
  + We can create streams to collection object data to process elements.
  + Stream enables us to combine multiple operations on data to get desired result.
  + Jjva.util.stream package is providing Stream interface

### How to create Stream for List?

* + Stream<E> s = list.stream();

### How to sort list elements using stream api?

* + list.stream().sorted().forEach(System.out::println);

### Define Collectors class?

* + Collectors class belongs to java.util. package.
  + Collectors class providing functionality to collect the processed data into List, Set or Map through streaming.

### How to collect sorted elements into list using stream api?

* + list.stream().sorted().collect(Collectors.toList());

### Collect the sorted elements into List through streaming and display list?

* list.stream().sorted().collect(Collectors.toList()).forEach(System.out::println);

### What is parallel streaming?

* + By default, every stream in java is sequential unless we specify the parallel stream explicitly as follows
    - Stream st = collection.stream().paralle();

### Differentiate forEach() and forEachOrdered()?

* + forEach() method is not guarantee about order of elements in parallel streaming
  + forEachOrdered() method is guarantee about elements order.

### How to display the elements greater than 5 in a List using filter() method?

* + list.stream().filter(n->n>5).forEach(System.out::println);

### How to collect the elements greater than 5 in List using filter() method?

* + List<Integer> res = list.stream().filter(n->n>5).collect(Collectors.toList());

### What is Optional Class?

* + Optional class is used to handle NullPointerException

### What is Java Predicate?

* + It is a functional interface belongs to java.util.function package.
  + It predicates the input argument and returns a Boolean value. @FunctionalInterface

interface Predicate{

public boolean test(E e);

}

### How can we create Predicate that display only integers greater than 5?

* + Predicate<E> pr = n -> n>5;

### How to filter list elements which are greater than 5 using predicate?

* + Predicate<Integer> pr = n -> n>5;
  + list.stream().filter(pr).forEach(System.out::println);

### How to filter list of strings starts with ‘A’ using predicate and parallel stream and

**please guarantee about the order of elements?**

* + Predicate<String> pr = s->s.startsWith(“A”);
  + List.stream().parallel().filter(pr).forEachOrdered(System.out::println);

### How can we pass a method reference to predicate?

* + Predicate<E> pr = ClassName::methodName;
    - Or
  + Predicate<E> pr = new ClassName::methodName;

### Please complete this worksheet

Which of these packages contain all the collection classes?

|  |  |
| --- | --- |
| Java.lang | Java.util |
| Java.net | Java.awt |

Which of these classes is not part of Java’s collection framework?

|  |  |
| --- | --- |
| Maps | Array |
| Stack | Queue |

Which of this interface is not a part of Java’s collection framework?

|  |  |
| --- | --- |
| List | Set |
| SortedSet | SortedList |

What is Collection in Java?

|  |  |
| --- | --- |
| A group of Objects | A group of classes |
| A group of interfaces | None of the above |

Which interface restricts duplicate elements?

|  |  |
| --- | --- |
| Set | List |
| Queue | All of these |

What implementation of Iterator can traverse a collection in both directions?

|  |  |
| --- | --- |
| Iterator | ListIterator |
| SetIterator | MapIterator |

Which does NOT extends the Collection interface?

|  |  |
| --- | --- |
| List | Map |
| Set | None of the above |

Which provides better performance for the insertion and removal from the middle of the list?

|  |  |
| --- | --- |
| Vector | ArrayList |
| LinkedList | All of these |

The collection

|  |  |
| --- | --- |
| extends Collections class | extends Iterable interface |
| implements Serializable interface | implements Traversable interface |

List, Set and Queue Collection.

|  |  |
| --- | --- |
| Extends | Implements |
| both of the above | none of the above |

Which among the following Sets maintains insertion order?

|  |  |
| --- | --- |
| HashSet | TreeSet |
| LinkedHashSet | Both b and c |

Which among the following stores element in ascending order?

|  |  |
| --- | --- |
| ArrayList | HashSet |
| TreeSet | Both A and C |

Which interface provides the capability to store objects using a key-value pair?

|  |  |
| --- | --- |
| Java.util.Map | Java.util.Set |
| Java.util.List | Java.util.Collection |

Which collection class allows you to associate its elements with key values, and allows you to retrieve objects in FIFO (first-in, first-out) sequence?

|  |  |
| --- | --- |
| java.util.ArrayList | java.util.LinkedHashMap |
| java.util.HashMap | java.util.TreeMap |

List, Set and Queue Collection.

|  |  |
| --- | --- |
| Inherit | Implement |
| Both A and B | None of the above |

Which class stores elements in ascending order?

|  |  |
| --- | --- |
| ArrayList | HashSet |
| TreeSet | All of the above |

Elements of which of the collection can be traversed using Enumeration?

|  |  |
| --- | --- |
| ArrayList | Vector |
| HashSet | TreeMap |

How to point last element in the ArrayList?

|  |  |
| --- | --- |
| list.length | list.length – 1 |
| list.size() | list.size() – 1 |

How to access first element from the ArrayList?

|  |  |
| --- | --- |
| list[0] | list[1] |
| list.first() | list.get(0) |

Arraylist, Linkedlist and Vector are

|  |  |
| --- | --- |
| Interfaces | Enums |
| Classes | None of the above |

List, Set and Queue Collection.

|  |  |
| --- | --- |
| extends | implements |
| Both A and B are true | None of the above |

Which class stores elements in ascending order?

|  |  |
| --- | --- |
| ArrayList | HashSet |
| TreeSet | All the answers are true |

How to point last element in the ArrayList?

|  |  |
| --- | --- |
| list.length | list.length – 1 |
| list.size() | list.size() - 1 |

How to access first element from the ArrayList?

|  |  |
| --- | --- |
| list[0] | list[1] |
| list.get(0) | list.get(1) |

How to set second value in ArrayList as 5?

|  |  |
| --- | --- |
| list[1] = 5; | list.set(2, 5); |
| list.set(5, 1); | list.set(1, 5); |

How to remove the value 3 from the list [5, 3, 2, 1]?

|  |  |
| --- | --- |
| list.remove(3); | list.remove(0); |
| list.remove(1); | list.remove(2); |

How to add 2 between the 1 and 3 in ArrayList [1, 3, 4]?

|  |  |
| --- | --- |
| list.add(2, 0); | list.add(2, 1); |
| list.add(0, 2); | list.add(1, 2); |

Which is correct syntax to access an element of an ArrayList in Java?

|  |  |
| --- | --- |
| list.get(index) | list[index] |
| list.getElement(index) | list.index |

How do you get the number of elements in an ArrayList called "list" in Java?

|  |  |
| --- | --- |
| list.size(); | list.count(); |
| list.length(); | list.getSize(); |

What is the list nums if it is initially [5, 3, 1] and the following code is executed? nums.add(6);

nums.add(0, 4); nums.remove(1);

|  |  |
| --- | --- |
| [4, 3, 1, 6] | [5, 3, 1, 6] |
| [4, 3, 6] | [4, 5, 3, 6] |

Given the nums ArrayList with the values [5, 4, 3, 2], what statement below removes the value 3 from the list?

|  |  |
| --- | --- |
| nums.remove(2) | nums.remove(3) |
| nums.get(2) = null | nums.remove(1) |

Which of these is not a interface in the Collections Framework?

|  |  |
| --- | --- |
| Collection | Group |
| Set | List |

What implementation of Iterator can traverse a collection in both directions?

|  |  |
| --- | --- |
| Iterator | ListIterator |
| SetIterator | MapIterator |

The Comparable interface contains which called?

|  |  |
| --- | --- |
| toCompare | compare |
| compareTo | compareWith |

What is the default number of Partitions/segments in Concurrent Hash Map?

|  |  |
| --- | --- |
| 12 | 32 |
| 4 | 16 |

Which is best suited to a multi-threaded environment?

|  |  |
| --- | --- |
| WeakHashMap | Hashtable |
| HashMap | ConcurrentHashMap |

The default capacity of a Vector is:

|  |  |
| --- | --- |
| 10 | 12 |
| 8 | 16 |

Which does NOT extends the Collection interface?

|  |  |
| --- | --- |
| List | Map |
| Set | Queue |

The default capacity of a ArrayList is:

|  |  |
| --- | --- |
| 12 | 16 |
| 1 | 10 |

Which provides better performance for the insertion and removal from the middle of the list?

|  |  |
| --- | --- |
| Vector | ArrayList |
| LinkedList | (All of these) |

After resizing, size of ArrayList is increased by :

|  |  |
| --- | --- |
| 200% | 50% |
| 100% | (None of these) |

After resizing, size of Vector is increased by:

|  |  |
| --- | --- |
| 200% | 100% |
| 50% | (None of these) |

What guarantees type-safety in a collection?

|  |  |
| --- | --- |
| Generics | Abstract classes |
| Interfaces | Collection |

Which of these is synchronized?

|  |  |
| --- | --- |
| ArrayList | LinkedList |
| Vector | (None of these) |

Which does not allow to store a null value?

|  |  |
| --- | --- |
| TreeSet | LinkedHashSet |
| HashSet | None |

Which of these is synchronized?

|  |  |
| --- | --- |
| TreeMap | HashMap |
| Hashtable | All |

Which of these class should be preferred to be used as a key in a HashMap?

|  |  |
| --- | --- |
| String | Integer |
| Double | Any of these |

What should we use when add and remove operations are more frequent than get operations?

|  |  |
| --- | --- |
| LinkedList | ArrayList |
| Vector | All |

### Consider the list = [13, 22, 96, 23, 13, 76, 22, 45]

1. Display all values of list
2. Display elements of list in reverse order
3. Display even count and odd count in the list
4. Display only first even number in the given list
5. Display last odd number in the given list
6. Find the sum of all elements in the list
7. Find the sum of elements in the list which are divisible by 2 but not with 3.
8. Find the sum of even numbers and odd number of given list
9. Find the biggest element in the given list
10. Find the smallest element in the given list

**Consider the ArrayList of Employee objects(records)**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **id** | **name** | **salary** | **deptNum** | **location** | **age** |
| 101 | amar | 30000 | 20 | Hyderabad | 34 |
| 102 | harin | 35000 | 10 | Chennai | 45 |
| 103 | Sathya | 40000 | 20 | Bangalore | 23 |
| 104 | Annie | 45000 | 20 | Hyderabad | 32 |
| 105 | Raji | 42000 | 30 | Pune | 19 |
| 106 | Vijji | 50000 | 10 | Bangalore | 27 |

1. Display details of all records using for-each loop
2. Display List in reverse order.
3. Display List using Iterator
4. Display employee details whose ID is 105
5. Display Employee details in reverse order using ListIterator
6. Display employee details belongs to Hyderbad location
7. Display employee details belongs to DeptNum 20 and location is Bangalore
8. Display employee details whose salary in between 30000 to 40000
9. Display employee details with Ids 102 and 105
10. Display employee details belongs to Hyderabad and salary is greater than 35000
11. Display all employee details except Hyderabad location.
12. Display employee details belongs to deptNum 10 and not belongs to Chennai
13. Check any employee belongs to Hyderabad location.
14. Display employee details with minimum age

### Implement programs to following problems

1. Program to display the size of list.
2. Program to check the list is empty or not.
3. Program to add element to list at particular location.
4. Program to check the list is empty or not without isEmpty() method.
5. Write a method to remove duplicates from a list.
6. Given two lists, write a function to merge them into a single sorted list.
7. Write a function to find the average of elements in a list.
8. Write a program to sort a list of strings in alphabetical order.
9. Create a method to count the occurrences of a specific element in a list.
10. Write a function to split a list into sublists of a given size.
11. Implement a function to remove a specific element from a set.
12. Write a program to convert a set to an array.
13. Write a Java program to find the size of a map.
14. Implement a method to check if a map is empty.
15. Create a function to get the value associated with a specific key in a map.
16. Write a program to merge two maps into a single map.
17. Implement a method to remove a key-value pair from a map.
18. Create a program to find the keys of the highest value in a map.
19. Create a method to get all the values from a map as a list.
20. Write a Java program to find the common elements between two lists.
21. Implement a method to find the difference between two sets.
22. Create a function to check if a map contains a specific value.
23. Write a program to combine two lists into a single list without duplicates.
24. Implement a method to remove all elements from a list that are present in a set.
25. Write a program to check if a map contains any null values.
26. Implement a method to find the index of the first occurrence of an element in a list efficiently.
27. Create a function to find the common elements between multiple sets efficiently.
28. Write a program to efficiently find the median of a list.
29. Create a method to efficiently find the frequency of each element in a list.
30. Implement a function to efficiently remove all occurrences of a specific element from a list.

### MCQs on JDK8 features Which of the following is a new feature introduced in JDK 8?

|  |  |
| --- | --- |
| Enhanced for loop | Generics |
| Lambda expressions | Abstract classes |

**What is the primary use of lambda expressions in Java 8?**

|  |  |
| --- | --- |
| To simplify exception handling | To create new objects |
| To enable functional programming | To create multiple threads |

### What is the purpose of the default keyword in interfaces in JDK 8?

* To specify default values for variables
* To mark a method as abstract
* To allow multiple inheritance in Java
* To provide a default implementation for interface methods

### Which method is used to convert a stream of elements to an array in Java 8?

|  |  |
| --- | --- |
| toArray() | convert() |
| asArray() | streamToArray() |

**Which interface is used to represent a sequence of elements and supports operations in Java 8?**

|  |  |
| --- | --- |
| Iterator | List |
| Stream | Sequence |

### Method reference to an instance method of an arbitrary object of a particular type look like?

|  |  |
| --- | --- |
| ClassName::methodName | instance::methodName |
| methodName::instance | methodName::ClassName |

**What does the filter() method do in the Stream API?**

* It sorts the elements in the stream.
* It removes duplicate elements from the stream.
* It selects elements based on a given predicate and returns a new stream.
* It performs an action on each element of the stream.

### In Java 8, which interface represents a supplier of results and does not take any argument?

|  |  |
| --- | --- |
| Function | Runnable |
| Consumer | Supplier |

**Which of the following is NOT a new Date and Time API class introduced in JDK 8?**

|  |  |
| --- | --- |
| LocalDate | LocalTime |
| DateTime | LocalDateTime |

### What is the purpose of the forEach() method in the Stream API?

* To filter elements based on a predicate
* To map elements to a different type
* To perform an action on each element of the stream
* To find the maximum element in the stream

### What is the purpose of the reduce() method in the Stream API?

* To combine the elements of the stream into a collection
* To convert the stream to an array
* To perform a reduction operation on the elements of the stream and return a single value
* To sort the elements of the stream

### What is the purpose of the Collectors class in the Stream API?

* To provide utility methods for creating streams.
* To perform mutable reduction operations on streams and collect the results.
* To sort the elements of a stream.
* To filter the elements of a stream based on a predicate.

### Which method is used to sort the elements of a stream using a custom comparator in Jdk8?

|  |  |
| --- | --- |
| sort() | sorted() |
| order() | arrange() |

**What is the purpose of the Predicate functional interface in Java 8?**

* To represent a supplier of results.
* To represent a function that takes one argument and returns a boolean.
* To represent a consumer of data.
* To represent an operation that accepts three input arguments and returns no result.

### Which method is used to combine multiple predicates into a single predicate in Java 8?

|  |  |
| --- | --- |
| test() | and() |
| combine() | merge() |

**Which of the following is NOT a terminal operation in the Stream API?**

|  |  |
| --- | --- |
| forEach() | map() |
| collect() | reduce() |

### Which method is used to calculate the sum of elements in a stream of integers in Java 8?

|  |  |
| --- | --- |
| collect() | sum() |
| reduce() | aggregate() |

**In the context of parallel streams, how can you ensure the order of elements in the output?**

* Use the unordered() method before the terminal operation.
* Use the forEachOrdered() method after the terminal operation.
* Use the sequential() method before the terminal operation.
* Use the parallel() method before the terminal operation.

### What is the purpose of the Consumer functional interface in Java?

* To represent a supplier of results.
* To represent a function that takes one argument and returns a value.
* To represent a function that takes one argument and returns no result.
* To represent a function that takes no arguments and returns a result.

### Which method is used to perform an action on each element of an Iterable in Java?

|  |  |
| --- | --- |
| forEach() | forLoop() |
| process() | loop() |

**What is the return type of the map() method in the Stream API?**

|  |  |
| --- | --- |
| List | Set |
| Stream | Map |

### Which method is used to combine the elements of a stream into a single value in Java?

|  |  |
| --- | --- |
| collect() | reduce() |
| combine() | aggregate() |

**What is the purpose of the Supplier functional interface in Java?**

* To represent a supplier of results.
* To represent a function that takes one argument and returns a value.
* To represent a function that takes one argument and returns no result.
* To represent a function that does not take any arguments and returns a result.

### Which method is used to remove elements from a stream based on a given predicate?

|  |  |
| --- | --- |
| remove() | delete() |
| filter() | exclude() |

**What is the return type of the collect() method in the Stream API when used to collect elements into a List?**

|  |  |
| --- | --- |
| Set | Map |
| List | Collection |

### In the context of Streams, what is the purpose of the forEach() method?

* To perform an action on each element of the stream.
* To collect the elements of the stream into a collection.
* To combine the elements of the stream into a single value.
* To sort the elements of the stream.

### Which method is used to apply a function to each element of a stream and collect the results in a collection?

|  |  |
| --- | --- |
| forEach() | map() |
| collect() | process() |

**Which method is used to perform an action on each element of the stream and return void?**

|  |  |
| --- | --- |
| forEach() | collect() |
| map() | reduce() |

### What is the purpose of the distinct() method in the Stream API?

* To sort the elements of the stream.
* To remove duplicates from the stream.
* To filter the elements based on a predicate.
* To combine the elements of the stream into a single value.

### In the context of parallel programming with streams, how can you ensure the order of elements in the output?

* By using the parallel() method before the terminal operation.
* By using the sequential() method before the terminal operation.
* By using the unordered() method before the terminal operation.
* By using the forEachOrdered() method after the terminal operation.